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HISTORICAL PERSPECTIVE

It is a pleasure to be able to write a few words about such a significant work as
this book, and I thank the authors for providing me the opportunity to do so.

I first met David Solomon when I was working at Digital Equipment
Corporation on the VMS operating system for VAX and he was only 16. Since
that time he has been involved with operating system development and teach-
ing operating system internals. I met Mark Russinovich relatively recently but
have been aware of his expertise in the area of operating systems for some time.
He has done some amazing work, such as his NTES file system running on
Microsoft Windows 98 and his “live” Microsoft Windows 2000 kernel debugger
that can be used to peer into the Windows 2000 system while it is running.

The beginnings of Microsoft Windows NT started in October 1988 with
a set of goals to produce a portable system that addressed OS /2 compatibility,
security, POSIX, multiprocessing, integrated networking, and reliability. With
the advent and huge success of Windows 3.0, the system goals were soon
changed to natively address Windows compatibility directly and move OS /2
compatibility to a subsystem.

We originally thought we could produce the first Windows NT system in
a little over two years. It actually ended up taking us four and a halfyears to the
first release in the summer of 1993, and that release supported the Intel 1386,
the Intel 1486, and the MIPS R4000 processors. Six weeks later we also intro-
duced support for the Digital Alpha processors.

The first release of Windows NT was larger and slower than expected, so
the next major push was a project called Daytona, named after the speedway in
Florida. The main goals for this release were reducing the size of the system,
increasing the speed of the system, and of course trying to make it more reli-
able. Six months after the release of Windows NT 3.5 in the fall of 1994, we
released Windows NT 3.51, which was an updated version containing support
for the IBM PowerPC processor.

The push for the next version of Windows NT was to update the user
interface to be compatible with Windows 95 and to incorporate the Cairo
technologies that had been under development at Microsoft for a couple of years.
This system took two more years to develop and was introduced in the sum-
mer of 1996 as Windows NT 4.0.
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Xvi

(Left to right) David Solomon, David Cutler, and Mark Russinovich

That brings us to the Windows 2000 system and what this book is about.
Windows 2000 is built on the same Windows NT technology as the previous
versions and introduces significant new features such as Active Directory.
Windows 2000 took three and a half years to produce and is the most tested
and tuned version of Windows NT technology produced to date. Windows 2000
is the culmination of over eleven years of development spanning implementa-
tions on four architectures. The Windows 2000 code base is currently being
ported to the new Intel IA-64 architecture. Windows 2000 is by far the best
version of Windows NT technology we have produced to date, but there’s more
to come and we are busy working on the next release.

This book is the only definitive work on the internal structure and work-
ings of Windows 2000. The authors have done a remarkable job of assimilat-
ing the details of the Windows NT code base and producing examples and tools
that help the reader understand how things work. Every serious operating sys-
tem developer should have a copy of this book on his or her desk.

David N. Cutler
Senior Distinguished Engineer
Microsoft Corporation



FOREWORD

VVe began in earnest on Microsoft Windows 2000 in August 1996. About three
and a half'years later, on December 15, 1999, we released Windows 2000 Pro-
fessional, Windows 2000 Server, and Windows 2000 Advanced Server to manu-
facturing. With more than 5000 people contributing in one way or another,
Windows 2000 represents the single largest operating system effort ever within
Microsoft and probably within the entire industry. It also presents the most reli-
able and comprehensive system we have ever produced. It was quite a journey.

Today, Windows 2000 runs some of the largest Internet Web sites and
enterprises in the world and is quickly becoming the standard client operating
system for businesses and even some homes. Windows 2000 includes an amazing
amount of technology. It can be used for desktop or laptop systems, and an as-
tonishing array of servers, including file, print, Web, database, transactioning,
dial-in, routing, streaming media, line-of-business applications, and many others.
Understanding all these pieces is a daunting task. But if you start at the core
concepts of the system and work out, the puzzle fits together a lot easier.

If you’re like me, you like to figure out how things really work. Reading
“how to use” books or standard Help information has never been sufficient for
me. If you understand how something works internally, you know how to bet-
ter use it, maximize performance and security, diagnose failures, and frankly have
more fun. That’s what this book is about.

David and Mark have done an outstanding job detailing the real “inside”
technical story of Windows 2000. And the tools that are highlighted (or in-
cluded) are a great resource for direct hands-on training and diagnostics work.
After you read this book, you’ll have a much greater understanding of how the
system fits together, the improvements done as part of this release, and how to
get the most out of the system.

I know Windows 2000 pretty well, but reading this book taught me a few
things about the system that I didn’t know. So open the book and open the hood
on one of the most impressive operating systems ever created.

Jim Allchin

Group Vice President, Platforms
Microsoft Corporation
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INTRODUCTION

The third edition of Inside Microsoft Windows 2000 is intended for advanced
computer professionals (both developers and system administrators) who want
to understand how the core components of the Microsoft Windows 2000 oper-
ating system work internally. With this knowledge, developers can better com-
prehend the rationale behind design choices when building applications specific
to the Windows 2000 platform. Such knowledge can also help developers debug
complex problems. System administrators can benefit from this information as
well because understanding how the operating system works under the covers
facilitates understanding the performance behavior of the system and makes it
easier to troubleshoot system problems when things go wrong. After reading
this book, you should have a better understanding of how Windows 2000 works
and why it behaves as it does.

Structure of the Book

The first two chapters (Concepts and Tools, and System Architecture) lay the
foundation with terms and concepts used throughout the rest of the book. The
next three chapters—System Mechanisms, Startup and Shutdown, and Manage-
ment Mechanisms—describe key underlying mechanisms in the system. The
remaining chapters—Processes, Threads, and Jobs; Memory Management;
Security; I/O System; Storage Management; Cache Manager; File Systems;
and Networking—explain the core components of the Windows 2000 oper-
ating system.

Differences in the Third Edition

This new edition of Inside Microsoft Windows 2000 covers many topics that
weren’t in the second edition of Inside Windows NT, such as startup and shut-
down, service internals, registry internals, file system drivers, and networking.
It also covers the kernel-related changes and enhancements in Windows 2000,
such as the Windows Driver Model (WDM), Plug and Play, power management,
Windows Management Instrumentation (WMI), encryption, the job object, and
Terminal Services.
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For the first time, the book includes a companion CD with useful tools
for exploring Windows 2000 system internals. Also included on the CD is a
searchable electronic version of the book. Also, many new hands-on experiments
have been added to the book that show how to use tools such as the kernel
debugger to examine internal Windows 2000 system state.

Hands-on Experiments

When a tool can be used to expose or demonstrate some aspect of Windows 2000
internal behavior, the steps necessary to try the tool yourself are listed in “Experi-
ment” boxes. These appear throughout the book, and we encourage you to try
these as you’re reading—seeing visible proof of how Windows 2000 works in-
ternally will make much more of an impression on you than just reading about
it. Many of the experiments use the kernel debugger. The live kernel debugger
tool (LiveKd) included on the book’s companion CD makes these experiments
easy and safe to try.

Topics Not Covered

Windows 2000 is a large and complex operating system. This book doesn’t cover
everything relevant to Windows 2000 internals but instead focuses on the base
system components. For example, this book doesn’t describe COM+, the foun-
dation of the Windows distributed object-oriented programming infrastructure.

Because this is an internals book and not a user, programming, or system
administration book, it doesn’t describe how to use, program, or configure
Windows 2000.

A Warning and Caveat

XXVi

Because this book describes the internal architecture and operation of Windows
2000, much of the information is subject to change between releases (although
external interfaces, such as the Win32 API, are not subject to incompatible
changes). For example, we refer to internal Windows 2000 system routines, data
structures, and kernel variables as well as to algorithms and values used inter-
nally to make resource-sizing and performance-related decisions. These details,
by definition, can change between releases.

By “subject to change,” we don’t necessarily mean that details described
in this book will change between releases—but you can’t count on them not
changing. Any software that uses these undocumented interfaces might not work
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on future releases of Windows 2000. Even worse, software that runs in kernel
mode (such as device drivers) that uses these undocumented interfaces might
result in a system crash when upgrading to a newer release of Windows 2000.

Using the Companion CD

The CD included with this book contains the complete contents of the Sysinternals
Web site (www.sysinternals.com)—the Web site maintained by Mark Russinovich
(this book’s coauthor) and Bryce Cogswell—as well as other helpful tools.
The CD also includes a fully searchable electronic version of the book as well
as debugging tools and symbols. (See the Readme.txt file on the CD for infor-
mation on using the debugging tools and the symbols.)

To view the contents of the CD, insert the CD into your CD-ROM drive.
If you have the autorun feature in Windows enabled, a splash screen will auto-
matically appear on your screen that will provide you with viewing options. To
start this screen manually, run StartCD from the root directory of the CD.

Sysinternals

Tools

The contents of the Web site www.sysinternals.com have been included on this
CD for your convenience. You can find the tools from this Web site that are used
in the experiments in this book in the \Sysint folder. You can run these tools from
the CD, or you can install them onto your hard drive by selecting Run Setup
from the autorun splash screen and following the instructions in Setup.

You can also browse the CD version of the entire Web site by selecting
Browse CD Sysinternals from the autorun splash screen or by opening
Ntinternals.htm from the \Sysinternals-WebSite folder. You can copy the entire
Web site to your hard disk by selecting Run Setup from the splash screen and
following the Setup instructions.

For the most up-to-date versions of the Sysinternals Web site and tools,
visit www.sysinternals.com (which you can do from the splash screen by select-
ing Browse Online Sysinternals).

Additional tools have been provided on this CD and are located in the \Tools
folder. Among the tools is a performance monitor DLL extension (KVarPerf) that
allows you to monitor internal Windows 2000 kernel variables from the Perfor-
mance tool. Another tool is LiveKd, a special tool that allows use of the standard
Microsoft kernel debugger tools (such as Kd.exe, Windbg.exe, I386kd.exe, and
so on) on a live system with no special debugging options enabled.
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To install the tools, select the Run Setup option from the autorun splash
screen (or run Setup.exe in the \Setup folder) and follow the Setup instructions.
You can also run these tools directly from the CD, although LiveKd must be
run from the \Debuggers directory on the CD rather than the \Tools directory.
See the Readme.txt file in the root of the companion CD for more informa-
tion on running LiveKd from the CD and on setting up your system for kernel
debugging.

System Requirements

The following is a list of system requirements necessary to use the contents
of the companion CD:

# Any supported Microsoft Windows 2000 Professional, Server,
Advanced Server, or Datacenter Server configuration.

# To install the tools needed for the experiments from the Tools and
Sysint folders, approximately 5 MB of disk space is required. If you
choose to install the copy of the www.sysinternals.com site, approxi-
mately 30 MB of disk space is required. Installing the contents of the
Debuggers folder requires approximately 20 MB of disk space, and
the full contents of Symbols requires 20 MB.

# Some of the experiments in this book require the use of tools from
the Windows 2000 Support Tools, debugging tools, and resource kit
(Professional or Server edition). These tools and their locations are
listed in Chapter 1.

E-book

This CD contains an electronic version of the book. This e-book allows you to
view the book text on screen and to search the contents. For information on
installing and using the e-book, see the Readme.txt file in the \Ebook folder.

Support

Every effort has been made to ensure the accuracy of this book and the contents
of the companion CD. Should you run into any problems or issues, please refer
to the following sources.
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From the Authors

This book isn’t perfect. No doubt it contains some inaccuracies; or possibly,
we’ve omitted some topics we should have covered. If you find anything you
think is incorrect or if you believe we should have included material that isn’t
here, please feel free to send e-mail to insidew2k@sysinternals.com. Updates and
corrections will be posted on the page www.sysinternals.com/insidew2k.

From Microsoft Press

Microsoft also provides corrections for books through the World Wide Web at
the following address:

bttp://mspress.microsoft.com/supporvt/

In addition to sending feedback directly to the authors, if you have com-
ments, questions, or ideas regarding the presentation or use of this book or the -
companion CD, you can send them to Microsoft using either of the following
methods:

Postal Mail:

Microsoft Press

Attn: Inside Microsoft Window 2000 Editor
One Microsoft Way

Redmond, WA 98052-6399

E-mail:
mspinput@microsoft.com

Please note that product support isn’t offered through the above mail
addresses. For support information regarding Microsoft Windows 2000, go to
www.microsoft.com/windows2000. You can also call Standard Support at (425)

~ 635-7011 weekdays between 6 a.m. and 6 p.m. Pacific time, or you can search
Microsoft’s Support Online at support.microsoft.com/support.
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CHAPTEHR O N E

Concepts and Tools

I n this chapter, we’ll introduce the key Microsoft Windows 2000 concepts and
terms we’ll be using throughout this book, such as the Microsoft Win32 API,
processes, threads, virtual memory, kernel mode and user mode, objects, handles,
security, and the registry. We’ll also introduce the tools that you can use to
explore Windows 2000 internals, such as the Performance tool, the kernel
debugger, the special tools on the companion CD, and the various add-on tool
packages such as the Windows 2000 Support Tools, Windows 2000 debugging
tools, Windows 2000 resource kits, and the Platform Software Development Kit
(SDK). In addition, we’ll explain how you can use the Windows 2000 Device
Driver Kit (DDK) as a resource for finding further information on Windows
2000 internals.

Be sure that you understand everything in this chapter—the remainder of
the book is written assuming that you do.

Foundation Concepts and Terms

In the course of this book, we’ll be referring to some structures and concepts
that might be unfamiliar to some readers. In this section, we’ll define the terms
we’ll be using throughout. You should become familiar with them before pro-
ceeding to subsequent chapters.
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Win32 API

The Win32 application programming interface (API) is the primary program-
ming interface to the Microsoft Windows operating system family, including
Windows 2000, Windows 95, Windows 98, Windows Millennium Edition, and
Windows CE. Although we don’t describe the Win32 API in this book, we do
explain the internal behavior and implementation of key Win32 API functions.
For a comprehensive guide to programming the Win32 API see Jeffrey Richter’s
book Programming Applications for Microsoft Windows (fourth edition,
Microsoft Press, 1999).

Each operating system implements a different subset of Win32. For the
most part, Windows 2000 is a superset of all Win32 implementations. The spe-
cifics of which services are implemented on which platforms are included in the
reference documentation for the Win32 API. This documentation is available
for free viewing on line at msdn.microsoft.com and is on the MSDN Library
CD-ROMs. The information in this documentation is also detailed in the file
\Program Files\Microsoft Platform SDK\Lib\Win32api.csv (a comma-delimited
text file) installed as part of the Platform SDK, which comes with MSDN Pro-
fessional or can be downloaded for free from msdn.microsoft.com. (See the sec-
tion “Platform Software Development Kit (SDK)” later in this chapter.)

NOTE MSDN stands for Microsoft Developer Network, Microsoft’s
support program for developers. MSDN offers three CD-ROM sub-
scription programs: MSDN Library, Professional, and Universal. The
content of MSDN Library is also available for free on line at the MSDN
Web site. For more information, see msdn.microsoft.com.

For the purposes of this book, the Win32 API refers to the base set of
functions that cover areas such as processes, threads, memory management,
security, I /O, windowing, and graphics. The Win32 API is included as part of
the Platform SDK. The internals of the other major categories in the Platform
SDK, such as transactions, databases, messaging, multimedia, and networking
services, are not covered in this book.

Although Windows 2000 was designed to support multiple programming
interfaces, Win32 is the primary, or preferred, interface to the operating sys-
tem. Win32 has this position because, of the three environment subsystems
(Win32, POSIX, and OS/2), it provides the greatest access to the underlying
Windows 2000 system services. As we’ll explain in Chapter 2, application programs
on Windows 2000 don’t call native Windows 2000 system services directly—
rather, they must use one of the APIs provided by an environment subsystem.
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Services, Functions, and Routines

Several terms in the Windows 2000 user and programming documentation have
different meanings in different contexts. For example, the word service can refer
to a callable routine in the operating system, a device driver, or a server process.
The following list describes what certain terms mean in this book:

# Win32 API functions Documented, callable subroutines in the Win32
API. Examples include CreateProcess, CreateFile, and GetMessage.

B System services (or executive system services) Native functions
in the Windows 2000 operating system that are callable from user
mode. (For a definition of native functions, see the section “System
Service Dispatching” in Chapter 3.) For example, NtCreateProcess is
the internal system service the Win32 CreateProcess function calls to
create a NEw process.
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® Kernel support functions (or routines) Subroutines inside the
kernel-mode (defined later in this chapter) part of the Windows 2000
operating system. For example, ExAllocatePool is the routine that device
drivers call to allocate memory from the Windows 2000 system heaps.

i Win32 services Processes started by the Windows 2000 service
control manager. (Although the registry defines Windows 2000
device drivers as “services,” we don’t refer to them as such in this
book.) For example, the Task Scheduler service is a user-mode pro-
cess that supports the 2z command (which is similar to the UNIX
commands a¢ or cron).

B DLL (dynamic-link library) A set of callable subroutines linked
together as a binary file that can be dynamically loaded by applica-
tions that use the subroutines. Examples include Msvcrt.dll (the C
run-time library) and Kernel32.dll (one of the Win32 API subsystem
libraries). Windows 2000 user-mode components and applications
use DLLs extensively. The advantage DLLs provide over static libraries
is that applications can share DLLs, and Windows 2000 ensures that
there is only one in-memory copy of a DLL’s code among the appli-
cations that are referencing it.

Processes, Threads, and Jobs

Although programs and processes appear similar on the surface, they are fun-
damentally different. A program is a static sequence of instructions, whereas a
process is a container for a set of resources used by the threads that execute the
instance of the program. At the highest level of abstraction, a Windows 2000
process comprises the following:

B A private virtual address space, which is a set of virtual memory
addresses that the process can use

B An executable program, which defines initial code and data and is
mapped into the process’s virtual address space

B A list of open handles to various system resources, such as sema-
phores, communication ports, and files, that are accessible to all
threads in the process
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® A security context called an access token that identifies the user,
security groups, and privileges associated with the process

B A unique identifier called a process ID (internally called a client ID)

B At least one thread of execution

A thread is the entity within a process that Windows 2000 schedules for
execution. Without it, the process’s program can’t run. A thread includes the
following essential components:

# The contents of a set of CPU registers representing the state of the
processor

# Two stacks, one for the thread to use while executing in kernel mode
and one for executing in user mode

B A private storage area called thread-local storage (TLS) for use by
subsystems, run-time libraries, and DLLs

B A unique identifier called a thread ID (also internally called a
client ID—process IDs and thread IDs are generated out of the same
namespace, so they never overlap)

® Threads sometimes have their own security context that is often used
by multithreaded server applications that impersonate the security
context of the clients that they serve

The volatile registers, the stacks, and the private storage area are called the
thread’s context. Because this information is different for each machine architec-
ture that Windows 2000 runs on, this structure, by necessity, is architecture-
specific. In fact, the CONTEXT structure returned by the Win32 GetThreadContext
function is the only public data structure in the Win32 API that is machine-
dependent.

Although threads have their own execution context, every thread within
a process shares the process’s virtual address space (in addition to the rest of
the resources belonging to the process), meaning that all the threads in a

“process can write to and read from each other’s memory. Threads can’t refer-
ence the address space of another process, however, unless the other process
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makes available part of its private address space as a shared memory section (called
a file mapping object in the Win32 API) or unless one process opens another
process and uses the ReadProcessMemory and WriteProcessMemory functions.

In addition to a private address space and one or more threads, each pro-
cess has a security identification and a list of open handles to objects such as files,
shared memory sections, or one of the synchronization objects such as mutexes,
events, or semaphores, as illustrated in Figure 1-1.

o e ][ ]

Virtual address descriptors (VADs)

Process
object

Handle table

3| Thread >

Figure 1-1
A process and its resources

Every process has a security context that is stored in an object called an
access token. The process access token contains the security identification and
credentials for the process. By default, threads don’t have their own access token,
but they can obtain one, thus allowing individual threads to impersonate the
security context of another process—including processes running on a remote
Windows 2000 system—without affecting other threads in the process. (See
Chapter 8 for more details on process and thread security.)

The virtual address descriptors (VADs) are data structures that the memory
manager uses to keep track of the virtual addresses the process is using. These data
structures are described in more depth in Chapter 7.
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Windows 2000 introduces an extension to the process model called a job.
A job object’s main function is to allow groups of processes to be managed
and manipulated as a unit. A job object allows control of certain attributes and
provides limits for the process or processes associated with the job. It also
records basic accounting information for all processes associated with the job
and for all processes that were associated with the job but have since termi-
nated. In some ways, the job object compensates for the lack of a structured
process tree in Windows 2000—yet in many ways is more powerful than a
UNIX-style process tree.

You’ll find out much more about the internal structure of jobs, processes
and threads, the mechanics of process and thread creation, and the thread-
scheduling algorithms in Chapter 6.

Virtual Memory

Windows 2000 implements a virtual memory system based on a flat (linear)
32-bit address space. Thirty-two bits of address space translates into 4 GB
of virtual memory. On most systems, Windows 2000 allocates half this address
space (the lower half of the 4-GB virtual address space, from x00000000
through x7FFFFFFF) to processes for their unique private storage and uses
the other half (the upper half, addresses x80000000 through xFFFFFFFF)
for its own protected operating system memory utilization. The mappings
of the lower half change to reflect the virtual address space of the currently
executing process, but the mappings of the upper half always consist of the oper-
ating system’s virtual memory. Windows 2000 Advanced Server and Datacenter
Server support a boot-time option (the /3GB qualifier in Boot.ini) that gives
processes running specially marked programs (the large address space aware flag
must be set in the header of the executable image) a 3-GB private address space
(leaving 1 GB for the operating system). This option allows applications such
as database servers to keep larger portions of a database in the process address
space, thus reducing the need to map subset views of the database. Figure 1-2
shows the two virtual address space layouts supported by Windows 2000.



INSIDE MICROSOFT WINDOWS 2000

Windows 2000 Advanced Server
Default address space layout (booted with /3GB)
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Address space layouts supported by Windows 2000

Although 3 GB is better than 2 GB, it’s still not enough virtual address space
to map very large (multigigabyte) databases. To address this need, Windows 2000
has a new mechanism called Address Windowing Extensions (AWE), which allows
a 32-bit application to allocate up to 64 GB of physical memory and then map
views, or windows, into its 2-GB virtual address space. Although using AWE
puts the burden of managing mappings of virtual to physical memory on the
programmer, it does solve the immediate need of being able to directly access
more physical memory than can be mapped at any one time in a 32-bit process
address space. The long-term solution to this address space limitation is 64-bit
Windows.

Recall that a process’s virtual address space is the set of addresses available
for the process’s threads to use. Virtual memory provides a logical view of memory
that might not correspond to its physical layout. At run time the memory man-
ager, with assistance from hardware, translates, or maps, the virtual addresses
into physical addresses, where the data is actually stored. By controlling the
protection and mapping, the operating system can ensure that individual processes
don’t bump into one another or overwrite operating system data. Figure 1-3
illustrates three virtually contiguous pages mapped to three discontiguous pages
in physical memory.
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Virtual memory

Physical memory

Figure 1-3
Mapping virtual memory to physical memory

Because most systems have much less physical memory than the total vir-
tual memory in use by the running processes (2 GB or 3 GB for each process),
the memory manager transfers, or pages, some of the memory contents to disk.
Paging data to disk frees physical memory so that it can be used for other pro-
cesses or for the operating system itself. When a thread accesses a virtual address
that has been paged to disk, the virtual memory manager loads the information
back into memory from disk. Applications don’t have to be altered in any way
to take advantage of paging because hardware support enables the memory
manager to page without the knowledge or assistance of processes or threads.

Details of the implementation of the memory manager, including how
address translation works and how Windows 2000 manages physical memory,
are described in detail in Chapter 7.

Kernel Mode vs. User Mode

To protect user applications from accessing and/or modifying critical operat-
ing system data, Windows 2000 uses two processor access modes (even if the pro-
cessor on which Windows 2000 is running supports more than two): user mode
and kernel mode. User application code runs in user mode, whereas operating
system code (such as system services and device drivers) runs in kernel mode.
Kernel mode refers to a mode of execution in a processor that grants access to
all system memory and all CPU instructions. By providing the operating sys-
tem software with a higher privilege level than the application software has, the
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processor provides a necessary foundation for operating system designers to
ensure that a misbehaving application can’t disrupt the stability of the system
as a whole.

NOTE The architecture of the Intel x86 processor defines four
privilege levels, or 7ings, to protect system code and data from being
overwritten either inadvertently or maliciously by code of lesser
privilege. Windows 2000 uses privilege level 0 (or ring 0) for ker-
nel mode and privilege level 3 (or ring 3) for user mode. The rea-
son Windows 2000 uses only two levels is that some of the hardware
architectures that were supported in the past (such as Compaq Alpha
and Silicon Graphics MIPS) implemented only two privilege levels.

Although each Win32 process has its own private memory space, kernel-
mode operating system and device driver code share a single virtual address space.
Each page in virtual memory is tagged as to what access mode the processor must
be in to read and/or write the page. Pages in system space can be accessed only
from kernel mode, whereas all pages in the user address space are accessible from
user mode. Read-only pages (such as those that contain executable code) are
not writable from any mode.

Windows 2000 doesn’t provide any protection to private read /write system
memory being used by components running in kernel mode. In other words, once
in kernel mode, operating system and device driver code has complete access to
system space memory and can bypass Windows 2000 security to access objects.
Because the bulk of the Windows 2000 operating system code runs in kernel
mode, it is vital that components that run in kernel mode be carefully designed
and tested to ensure that they don’t violate system security.

This lack of protection also emphasizes the need to take care when loading
a third-party device driver, because once in kernel mode the software has com-
plete access to all operating system data. This vulnerability was one of the rea-
sons behind the driver-signing mechanism introduced in Windows 2000, which
warns the user if an attempt is made to add an unauthorized (unsigned) driver.
(See Chapter 9 for more information on driver signing.) Also, a mechanism
called Driver Verifier helps device driver writers to find bugs (such as memory
leaks). Driver Verifier is explained in Chapter 7.

As you’ll see in Chapter 2, user applications switch from user mode to
kernel mode when they make a system service call. For example, a Win32
ReadFile function eventually needs to call the internal Windows 2000 routine
that actually handles reading data from a file. That routine, because it accesses
internal system data structures, must run in kernel mode. The transition from
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user mode to kernel mode is accomplished by the use of a special processor
instruction that causes the processor to switch to kernel mode. The operating
system traps this instruction, notices that a system service is being requested,
validates the arguments the thread passed to the system function, and then
executes the internal function. Before returning control to the user thread, the
processor mode is switched back to user mode. In this way, the operating sys-
tem protects itself and its data from perusal and modification by user processes.

NOTE A transition from user mode to kernel mode (and back) does
not affect thread scheduling per se—a mode transition is #of a con-
text switch. Further details on system service dispatching are included
in Chapter 3.

Thus, it’s normal for a user thread to spend part of its time executing in
user mode and part in kernel mode. In fact, because the bulk of the graphics
and windowing system also runs in kernel mode, graphics-intensive applications
spend more of their time in kernel mode than in user mode. An easy way to test
this is to run a graphics-intensive application such as Microsoft Paint or Microsoft
Pinball and watch the time split between user mode and kernel mode using one
of the performance counters listed in Table 1-1.

Table 1-1 Mode-Related Performance Counters

Object: Counter Function

Processor: % Privileged Time Percentage of time that an individual CPU
(or all CPUs) has run in kernel mode during
a specified interval

Processor: % User Time Percentage of time that an individual CPU
(or all CPUs) has run in user mode during a
specified interval

Process: % Privileged Time Percentage of time that the threads in a
process have run in kernel mode during a
specified interval

Process: % User Time Percentage of time that the threads in a
process have run in user mode during a
specified interval

Thread: % Privileged Time Percentage of time that a thread has run in
kernel mode during a specified interval
Thread: % User Time Percentage of time that a thread has run in

user mode during a specified interval

11
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Objects and Handles

In the Windows 2000 operating system, an oject is a single, run-time instance
of a statically defined object type. An object type comprises a system-defined data
type, functions that operate on instances of the data type, and a set of object
attributes. If you write Win32 applications, you might encounter process, thread,
file, and event objects, to name just a few examples. These objects are based on
lower-level objects that Windows 2000 creates and manages. In Windows 2000,
a process is an instance of the process object type, a file is an instance of the file
object type, and so on.

An object attribute is a field of data in an object that partially defines the
object’s state. An object of type process, for example, would have attributes that
include the process ID, a base scheduling priority, and a pointer to an access
token object. Object methods, the means for manipulating objects, usually read or
change the object attributes. For example, the open method for a process would
accept a process identifier as input and return a pointer to the object as output.

NOTE Although there is a parameter named ObjectAttributes that
a caller supplies when creating an object using either the Win32 API
or native object services, that parameter shouldn’t be confused with
the more general meaning of the term as used in this book.

The most fundamental difference between an object and an ordinary data
structure is that the internal structure of an object is hidden. You must call an object
service to get data out of an object or to put data into it. You can’t directly read
or change data inside an object. This difference separates the underlying imple-
mentation of the object from code that merely uses it, a technique that allows
object implementations to be changed easily over time.

Objects provide a convenient means for accomplishing the following four
important operating system tasks:

# Providing human-readable names for system resources

# Sharing resources and data among processes

B Protecting resources from unauthorized access

B Reference tracking, which allows the system to know when an object

is no longer in use so that it can be automatically deallocated

Not all data structures in the Windows 2000 operating system are objects.
Only data that needs to be shared, protected, named, or made visible to user-
mode programs (via system services) is placed in objects. Structures used by only

14
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one component of the operating system to implement internal functions are not
objects. Objects and handles (references to an instance of an object) are discussed
in more detail in Chapter 3.

Security

Windows 2000 supports C2-level security as defined by the U.S. Department
of Defense Trusted Computer System Evaluation Criteria (DoD 5200.28-STD,
December 1985). This standard includes discretionary (need-to-know) protec-
tion for all shareable system objects (such as files, directories, processes, threads,
and so forth), security auditing (for accountability of subjects, or users, and the
actions they initiate), password authentication at logon, and the prevention of
one user from accessing uninitialized resources (such as free memory or disk
space) that another user has deallocated.

Windows NT 4 was formally evaluated at the C2 level and is on the U.S.
government Evaluated Products List. (Windows 2000 is still in the evaluation
process.) Also, Windows NT 4 has met the European organization ITSEC (IT
Security Evaluation Criteria) at the FC2 /E3 (functional level C2 and assurance
level E3, something normally associated only with B-level systems) security level.
Achieving a government-approved security rating allows an operating system to
compete in that arena. Of course, many of these required capabilities are advan-
tageous features for any multiuser system.

Windows 2000 has two forms of access control over objects. The first
form—discretionary access control—is the protection mechanism that most
people think of when they think of protection under Windows 2000. It’s the
method by which owners of objects (such as files or printers) grant or deny access
to others. When users log in, they are given a set of security credentials, or a
security context. When they attempt to access objects, their security context is
compared to the access control list on the object they are trying to access to
determine whether they have permission to perform the requested operation.

Privileged access control is necessary for those times when discretionary
access control isn’t enough. It’s a method of ensuring that someone can get to
protected objects if the owner isn’t available. For example, if an employee leaves
a company, the administrator needs a way to gain access to files that might have
been accessible only to that employee. In that case, under Windows 2000, the
administrator can take ownership of the file so that you can manage its rights
as necessary.

15
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Security pervades the interface of the Win32 API. The Win32 subsystem
implements object-based security in the same way the operating system does;
the Win32 subsystem protects shared Windows objects from unauthorized access
by placing Windows 2000 security descriptors on them. The first time an appli-
cation tries to access a shared object, the Win32 subsystem verifies the application’s
right to do so. If the security check succeeds, the Win32 subsystem allows the
application to proceed.

The Win32 subsystem implements object security on a number of shared
objects, some of which were built on top of native Windows 2000 objects. The
Win32 objects include desktop objects, window objects, menu objects, files,
processes, threads, and several synchronization objects.

For a comprehensive description of Windows 2000 security, see Chapter 8.

Registry

16

If you’ve worked at all with Windows operating systems, you’ve probably heard
about or looked at the registry. You can’t talk much about Windows 2000 internals
without referring to the registry because it’s the system database that contains
the information required to boot and configure the system, systemwide soft-
ware settings that control the operation of Windows 2000, the security data-
base, and per-user configuration settings (such as which screen saver to use).

In addition, the registry is a window into in-memory volatile data, such
as the current hardware state of the system (what device drivers are loaded, the
resources they are using, and so on) as well as the Windows 2000 performance
counters. The performance counters, which aren’t actually “in” the registry, are
accessed through the registry functions. See Chapter 5 for more on how per-
formance counter information is accessed from the registry.

Although many Windows 2000 users and administrators will never need
to look directly into the registry (since you can view or change most of the
configuration settings with standard administrative utilities), it is still a useful
source of Windows 2000 internals information because it contains many set-
tings that affect system performance and behavior. (If you decide to directly
change registry settings, you must exercise extreme caution; any changes might
adversely affect system performance or, worse, cause the system to fail to boot
successfully.) You’ll find references to individual registry keys throughout this
book as they pertain to the component being described. Most registry keys
referred to in this book are under HKEY_LOCAL_MACHINE, which we’ll
abbreviate throughout as HKLM.

For further information on the registry and its internal structure, see
Chapter 5.
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Unicode

Windows 2000 differs from most other operating systems in that most inter-
nal text strings are stored and processed as 16-bit-wide Unicode characters.
Unicode is an international character set standard that defines unique 16-bit
values for most of the world’s known character sets. (For more information about
Unicode, see www.unicode.ory as well as the programming documentation in
the MSDN Library.)

Because many applications deal with 8-bit (single-byte) ANSI character
strings, Win32 functions that accept string parameters have two entry points: a
Unicode (wide, 16-bit) and an ANSI (narrow, 8-bit) version. The Windows 95,
Windows 98, and Windows Millennium Edition implementations of Win32 don’t
implement all the Unicode interfaces to all the Win32 functions, so applications
designed to run on one of these operating systems as well as Windows 2000 typi-
cally use the narrow versions. If you call the narrow version of a Win32 func-
tion, input string parameters are converted to Unicode before being processed
by the system and output parameters are converted from Unicode to ANSI
before being returned to the application. Thus, if you have an older service or
piece of code that you need to run on Windows 2000 but this code is written
using ANSI character text strings, Windows 2000 will convert the ANSI char-
acters into Unicode for its own use. However, Windows 2000 never converts
the data inside files—it’s up to the application to decide whether to store data
as Unicode or as ANSI.

In previous editions of Windows NT, Asian and Middle East editions were
a superset of the core U.S. and European editions and contained additional
Win32 functions to handle more complex text input and layout requirements
(such as right to left text input). In Windows 2000, all language editions con-
tain the same Win32 functions. Instead of having separate language versions,
Windows 2000 has a single worldwide binary so that a single installation can
support multiple languages (by adding various language packs). Applications
can also take advantage of Win32 functions that allow single worldwide appli-
cation binaries that can support multiple languages.

Digging into Windows 2000 Internals

Although much of the information in this book is based on the Windows 2000
source code, you don’t have to take everything on faith. Many details about the
internals of Windows 2000 can be exposed and demonstrated by using a variety

17
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ofavailable tools, such as those that come with Windows 2000, the Windows 2000
Support Tools, the Windows 2000 resource kits, and the Windows 2000 de-
bugging tools. These tool packages are briefly described later in this section.
To encourage your exploration of Windows 2000 internals, we’ve included
“Experiment” sidebars throughout the book that describe steps you can take
to examine a particular aspect of Windows 2000 internal behavior. (You already
saw one of these sections earlier in this chapter.) We encourage you to try these
experiments so that you can see in action many of the internals topics described

in this book.

In addition, this book comes with a CD-ROM that contains the latest
version of the tools from www.sysinternals.com (a popular site for 32-bit Windows
internals-related tools and information), as well as tools that are available only

with this book.

Table 1-2 shows a list of the tools used in this book and where they come
from. Although the capabilities of many of these tools overlap quite a bit in terms
of the information that they can display, each of them shows at least one unique
piece of information not available in any other utility.

Table 1-2 Tools for Viewing Windows 2000 Internals

Tool Image Name Origin

Dependency DEPENDS Support Tools, Platform SDK

Walker

Dump Check DUMPCHK Support Tools, debugging tools,
Platform SDK, Windows 2000
DDK

EFS Information EESDUMP www.sysinternals.com™

Dumper

File Monitor FILEMON www.sysinternals.com

Get SID tool GETSID Resource kits

Global Flags GFLAGS Support Tools, Platform SDK,
Windows 2000 DDK

Handle/DLL HANDLEEX, www.sysinternals.com

Viewer NTHANDLE

Junction tool JUNCTION www.sysinternals.com/misc.litm

Kernel 1386KD, Debugging tools, Platform SDK,

debuggers WINDBG, KD  Windows 2000 DDK

Object Viewer WINOBJ Platform SDK, www.sysinternals.com

Open Handles OH Resource kits

Page Fault PEMON Resource kits, Platform SDK

Monitor
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Tool Image Name Origin
Performance PERFMON Windows 2000
tool
PipeList tool PIPELIST www.sysinternals.com/tips.itm
Pool Monitor POOLMON Support Tools, Windows 2000
DDK
Process Explode PVIEW www.reskit.com
Process Statistics PSTAT Platform SDK, www.reskit.com
Process Viewer PVIEWER (in Support Tools, Platform SDK
the Support
Tools) or
PVIEW (in
the Platform
SDK)
Quantum QUANTUM companion CD
Quick Slice QSLICE Resource kits
Registry Monitor REGMON www.sysinternals.com
Service Control SC Resource kits
tool
Task (Process) List ~ TLIST Support Tools
Task Manager TASKMAN Windows 2000
TDImon TDIMON www.sysinternals.com

* All tools from www.sysinternals.com are also included on the companion CD.

Tools on the Companion CD
The companion CD contains the following unique tools that will assist you in

exploring the internals of Windows 2000:

® LiveKd This tool allows you to use the standard Microsoft kernel
debuggers, 1386kd.exe and Windbg.exe (as well as the new Kd.exe,
which replaces both of these tools in newer versions of the debugging
tools), to display internal information from the currently running
system, without requiring a second computer to act as the host (via a
null modem cable). This tool is explained in the section “Kernel
Debugging Tools” later in this chapter.

# Kernel variable performance counter extension DLL This exten-
sion to the Windows 2000 Performance tool allows you to examine
the value of any exported kernel variable from the core kernel image,

Ntoskrnl.exe.
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Many of the experiments throughout this book use the kernel debugger
because it can easily display many internal Windows 2000 data structures and
other details not available from any user-mode utility. Therefore, LiveKd will
make trying these experiments much easier because it allows the kernel debugger
to be used on a live system without requiring a second computer.

Whereas LiveKd displays internal kernel variables, the kernel variable per-
formance counter extension DLL monitors the values of these variables over
time. For example, these variables can contain numeric values of interest that might
not be accessible through any of the Windows 2000 performance counters.

For more information about these tools, see the documentation provided
on the CD as part of the tools installation. As a reminder, only people who buy
this book can install and use these tools. They can’t be further distributed. (See
the license agreement in the back of this book for details.)

Performance Tool

We’ll refer to the Performance tool found in the Administrative Tools folder on
the Start menu (or via Control Panel) throughout this book. The Performance
tool has three functions: system monitoring, viewing performance counter logs,
and setting alerts. For simplicity, when we refer to the Performance tool, we are
referring to the System Monitor function within the tool.

The Performance tool can provide more information about how your sys-
tem is operating than any other single utility. It includes hundreds of counters
for various objects. For each major topic described in this book, a table of the
relevant Windows 2000 performance counters is included.

The Performance tool contains a brief description for each counter. To see
the descriptions, select a counter in the Add Counter window and click the
Explain button. Or open the Performance Counter Reference help file in the
resource kit. For information on how to interpret these counters to detect
bottlenecks or plan capacity, see the section “Performance Monitoring” in the
Windows 2000 Server Operations Guide, which is part of the Windows 2000
Server Resource Kit. These chapters provide an excellent description to anyone
seriously interested in understanding Windows 2000 performance.

Note that all the Windows 2000 performance counters are accessible pro-
grammatically. The section “HKEY_PERFORMANCE_DATA” in Chapter 5
has a brief description of the components involved in retrieving performance
counters through the Win32 API.

Windows 2000 Support Tools

The Windows 2000 Support Tools consist of about 40 tools useful in admin-
istering and troubleshooting Windows 2000 systems. Many of these tools were
formerly part of the Windows NT 4 resource kits.
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You can install the Support Tools by running Setup.exe in the \Support\
Tools folder on any Windows 2000 product distribution CD. (That is, the Sup-
port Tools are the same on Windows 2000 Professional, Server, and Advanced
Server.)

Windows 2000 Resource Kits

The Windows 2000 resource kits supplement the Support Tools, adding some
200 additional tools. Besides including many tools useful for displaying internal
system state, they contain useful internals documentation, such as the Registry
Reference and Performance Counters help files.

There are two editions of the resource kits: the Windows 2000 Professmnal
Resource Kit and the Windows 2000 Server Resource Kit. Although the latter
kit is a superset of the former and can be installed on Windows 2000 Profes-
sional systems, none of the experiments in this book use the tools that are included
only with the Windows 2000 Server Resource Kit. Be sure you visit www.reskit.com
for updates to tools as well as for new tools.

Kernel Debugging Tools

Kernel debuggers are tools that device driver developers use to debug their
drivers and support personnel use to troubleshoot hung systems and examine
crash dumps (a copy of system memory saved in a file that can be analyzed to
try and determine the cause of the system crash). Although a kernel debugger
is used mainly for analyzing crash dumps or debugging device drivers, it is also
a useful tool for investigating Windows 2000 internals because it can display
internal Windows 2000 system information not visible through any standard
utility. For example, it can dump internal data structures such as thread blocks,
process blocks, page tables, I /O, and pool structures. Throughout this book,
the relevant kernel debugger commands and output are included as they apply
to each topic being discussed.

Microsoft Kernel Debuggers

There are two versions of the Microsoft kernel debuggers: a command-line ver-
sion (I386kd.exe for x86 systems™) and a graphical user interface (GUI) version
(Windbg.exe). There is also a new version, Kd.exe, that replaces both of these.
These tools are part of the debugger tools package, which is shipped in three places:

B Windows 2000 Customer Support Diagnostics (downloadable from
www.microsoft.com)

* Even though Windows 2000 doesn’t run on the Intel 80386 processor (early versions of
Windows NT did), for historical reasons, the x86 directories on the Windows 2000 distribution
media are still called i386. Thus, the x86 kernel debugger is called I1386kd.exe.
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E Platform SDK (part of MSDN Professional and Universal,
and downloadable from msdn.microsoft.com)

# Windows 2000 DDK (Device Driver Kit—also part of MSDN and
freely downloadable from www.microsoft.com/bwdev)

NOTE New versions of the debugging tools package are released
independently of new versions of Windows 2000. Hence, you should
occasionally check the Download section of Microsoft’s Web site for
the latest versions of these three packages. The debugging tools include
a package called the OEM Support Tools, which is updated indepen-
dently of the debugging tools and therefore might have newer versions
of debugging-related tools (such as Kdex2x86.dll, a kernel debugger
extension DLL with additional debugging commands).

The debugging tools help file, provided with each of the three packages
just mentioned, explains how to set up and use the kernel debuggers (as well
as other debugging and support tools that are part of the package). Additional
details on using the kernel debuggers that are aimed primarily at device driver
writers can be found in the Windows 2000 DDK documentation. There are also
several useful Knowledge Base articles on the kernel debugger. Search for
“debugref” in the Windows 2000 Knowledge Base (an online database of tech-
nical articles) on support.microsoft.com.

The kernel debugger has two modes of operation:

® Open a crash dump file created as a result of a Windows 2000 or
Windows NT 4 system crash. (See the section “System Crashes” in
Chapter 4 for more information on crash dumps.)

B Connect to a live, running system and examine the system state (or set
breakpoints, if you’re debugging device driver code). This operation
requires two computers—a target and a host. The target is the system
being debugged, and the host is the system running the debugger.
The target system can be either local (connected to the host via a null
modem cable) or remote (connecting to the host via a modem). The
target system must be booted with the /DEBUG qualifier (either by
pressing F8 during the boot process and selecting Debug Mode or
by adding a boot selection entry in C:\Boot.ini).
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Detailed setup instructions can be found in the debugging tools documen-
tation referred to previously.

LiveKd Tool

The companion CD contains a tool called LiveKd that allows the use of the
standard Microsoft kernel debugger on a live system, without needing two com-
puters. LiveKd can be used for most of the experiments in the book and thus
will be a helpful tool in exploring Windows 2000 internals.

You run LiveKd just as you would 1386kd, Windbg, or Kd. LiveKd passes
any command-line options you specify through to the debugger you select. By
default, LiveKd runs the new command-line kernel debugger (Kd). If Kd is not
found in the current directory, LiveKd tries I386kd. To run the GUI debugger
(Windbg), specify the -w switch. To see the help on the switches for LiveKd,
specify the —? switch.

LiveKd presents a simulated crash dump file to the debugger, so you can
perform any operations in LiveKd that are supported on a crash dump. Because
LiveKd is relying on physical memory to back the simulated dump, the kernel
debugger might run into situations in which data structures are in the middle
of being changed by the system and are inconsistent. Each time the debugger
is launched, it gets a snapshot of system state, so if you want to refresh the
snapshot, quit the debugger (with the “q” command) and LiveKd will ask you
whether you want to start it again. If the debugger gets in a loop in printing
output, press Ctrl+C to interrupt the output, quit, and rerun it. Ifit hangs, press
Ctrl+Break, which will terminate the debugger process and ask you whether you
want to run the debugger again.

SoftICE

Another debugging tool that doesn’t require two machines for live kernel debug-
ging is a third-party kernel debugger called SoftICE, which you can buy from
Compuware NuMega. (See www.numega.com for details.)

Symbols for Kernel Debugging

To use any of the kernel debugging tools listed previously to examine internal
Windows 2000 data structures (such as the process list, thread blocks, loaded
driver list, memory usage information, and so on), you must have the correct
symbol files for at least the kernel image, Ntoskrnl.exe. (The section “Architec-
ture Overview” in Chapter 2 explains more about this file.) The symbols are part
of the Customer Support Diagnostics package (which, as mentioned earlier, is
downloadable from www.microsoft.com). They are installed separately from the
debugging tools and by default reside in the \Winnt\Symbols folder.
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Later in the book, you’ll see how you can use these symbol table files to
display the names of internal Windows 2000 system routines and global variables.

NOTE Symbol table files must match the version of the image they
were taken from. For example, if you install a Windows 2000 Service
Pack, you must obtain the matching, updated symbol files for at least
the kernel image; otherwise, you’ll get a checksum error when you
try to load them with the kernel debugger. These updated symbol files
are not typically included or installed when you download and install
a Service Pack from www.microsoft.com—they must be downloaded
separately. (If you receive MSDN Professional or TechNet, they’re
included on the Service Pack CD-ROMs.)

Platform Software Development Kit (SDK)

The Platform SDK is part of the MSDN Professional (and Universal) subscrip-
tion and can also be downloaded for free from msnd.microsoft.com. It contains
the C header files and libraries necessary to compile and link Win32 applications.
(Although Microsoft Visual C++ comes with a copy of these header files, the
versions contained in the Platform SDK always match the latest version of the
Windows operating systems, whereas the version that comes with Visual C++
might be an older version that was current when Visual C++ was released.) From
an internals perspective, items of interest in the Platform SDK include the Win32
API header files (\Program Files\Microsoft Platform SDK\Include) as well as
several utilities (Pfmon.exe, Pstat.exe, Winobj.exe). Some of the tools in the
Platform SDK also come with the resource kits. Finally, a few of these tools are
also shipped as example source code in both the Platform SDK and the MSDN
Library.

Device Driver Kit (DDK)
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The Windows 2000 DDK is part of the MSDN Professional (and Universal)
subscription, but it is also available for free download at www.microsoft.com/hwdev.
Although the DDK is aimed at device driver developers, the DDK is an abun-
dant source of Windows 2000 internals information. For example, the DDK
documentation contains a comprehensive description of the Windows 2000 I/0
system in both a tutorial and reference form, including the internal system rou-
tines and data structures used by device drivers.
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Besides the documentation, the DDK contains header files that define key
internal data structures and constants as well as interfaces to many internal sys-
tem routines (in particular, Ntddk.h). These files are useful when exploring
Windows 2000 internal data structures with the kernel debugger because although
the general layout and content of these structures are shown in this book, detailed
field-level descriptions (such as size and data types) are not. A number of these
data structures (such as object dispatcher headers, wait blocks, events, mutants,
semaphores, and so on) are, however, fully defined in the DDK. In addition,
the !dso command in the kernel debugger displays the format of many internal
Windows 2000 data structures that are not defined in the DDK header files.

Systems Internals Tools

Many of the experiments in this book use freeware tools that you can download
from www.sysinternals.com. Mark Russinovich, coauthor of this book, wrote most
of these tools. Copies of these tools are in the \Sysint directory on the companion
CD. In addition, a complete copy of the Web site www.sysinternals.com is also
on the CD. (Keep in mind that although the version of www.sysinternals.com
on the companion CD has the latest versions of tools available when this book
was published, it won’t have any new tools or updates that have been added to
the live site later.) Many of these utilities involve the installation and execution
of kernel-mode device drivers and thus require administrator privileges.

Conclusion

In this chapter, you’ve been introduced to the key Windows 2000 technical
concepts and terms that will be used throughout the book. You’ve also glimpsed
at the many useful tools available for digging into Windows 2000 internals. Now
we’re ready to begin our exploration of the internal design of the system, begin-
ning with an overall view of the system architecture and its key components.
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System Architecture

Now that we’ve covered the terms, concepts, and tools you need to be famil-
iar with, we’re ready to start our exploration of the internal design goals and
structure of Microsoft Windows 2000 (originally Windows NT). This chap-
ter explains the overall architecture of the system—the key components, how
they interact with each other, and the context in which they run. To provide
a framework for understanding the internals of Windows 2000, let’s first review
the requirements and goals that shaped the original design and specification
of the system.

Requirements and Design Goals
The following requirements drove the specification of Windows NT back in 1989:
# Provide a true 32-bit, preemptive, reentrant, virtual memory
operating system
® Run on multiple hardware architectures and platforms
# Run and scale well on symmetric multiprocessing systems

B Be a great distributed computing platform, both as a network client
and as a server

# Run most existing 16-bit MS-DOS and Microsoft Windows 3.1
applications

® Meet government requirements for POSIX 1003.1 compliance

B Meet government and industry requirements for operating system
security

# Be ecasily adaptable to the global market by supporting Unicode
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To guide the thousands of decisions that had to be made to create a system
that met these requirements, the Windows NT design team adopted the follow-
ing design goals at the beginning of the project:

Extensibility The code must be written to comfortably grow and
change as market requirements change.

Portability The system must be able to run on multiple hardware
architectures and must be able to move with relative ease to new
ones as market demands dictate.

Reliability and robustness The system should protect itself from
both internal malfunction and external tampering. Applications should
not be able to harm the operating system or other applications.

.Compatibility Although Windows NT should extend existing tech-

nology, its user interface and APIs should be compatible with older
versions of Windows and with MS-DOS. It should also interoperate
well with other systems such as UNIX, OS/2, and NetWare.

Performance Within the constraints of the other design goals, the
system should be as fast and responsive as possible on each hardware
platform.

As we explore the details of the internal structure and operation of Windows
2000, you’ll see how these original design goals and market requirements were
woven successfully into the construction of the system. But before we start
that exploration, let’s examine the overall design model for Windows 2000
and compare it with other modern operating systems.
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Windows 2000 vs. Consumer Windows continued

Operating System Model

30

In most multiuser operating systems, applications are separated from the oper-
ating system itself—the operating system code runs in a privileged processor
mode (referred to as kernel mode in this book), with access to system data and
to the hardware; application code runs in a nonprivileged processor mode (called
user mode), with a limited set of interfaces available, limited access to system data,
and no direct access to hardware. When a user-mode program calls a system
service, the processor traps the call and then switches the calling thread to ker-
nel mode. When the system service completes, the operating system switches
the thread context back to user mode and allows the caller to continue.

Windows 2000 is similar to most UNIX systems in that it’s a monolithic
operating system in the sense that the bulk of the operating system and device
driver code shares the same kernel-mode protected memory space. This means
that any operating system component or device driver can potentially corrupt
data being used by other operating system components.
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All these operating system components are, of course, fully protected from
errant applications because applications don’t have direct access to the code and
data of the privileged part of the operating system (though they can quickly call
other kernel services). This protection is one of the reasons that Windows 2000
has the reputation for being both robust and stable as an application server and
as a workstation platform yet fast and nimble from the perspective of core oper-
ating system services, such as virtual memory management, file I/O, network-
ing, and file and print sharing.
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The kernel-mode components of Windows 2000 also embody basic object-
oriented design principles. For example, they don’t reach into one another’s data
structures to access information maintained by individual components. Instead,
they use formal interfaces to pass parameters and access and/or modify data
structures.

Despite its pervasive use of objects to represent shared system resources,
Windows 2000 is not an object-oriented system in the strict sense. Most of the
operating system code is written in C for portability and because C development
tools are widely available. C doesn’t directly support object-oriented constructs,
such as dynamic binding of data types, polymorphic functions, or class inherit-
ance. Therefore, the C-based implementation of objects in Windows 2000 bor-
rows from, but doesn’t depend on, features of particular object-oriented languages.

Portability

32

Windows 2000 was designed to run on a variety of hardware architectures,
including Intel-based CISC systems as well as RISC systems. The initial release
of Windows NT supported the x86 and MIPS architecture. Support for the
Digital Equipment Corporation (DEC) Alpha AXP was added shortly thereaf-
ter. Support for a fourth processor architecture, the Motorola PowerPC, was
added in Windows NT 3.51. Because of changing market demands, however,
support for the MIPS and PowerPC architectures was dropped before devel-
opment began on Windows 2000. Later Compaq withdrew support for the
Alpha AXP architecture, resulting in Windows 2000 being supported only on
the x86 architecture.

NOTE The next architecture to be supported by a future version
of Windows 2000 is the new Intel Itanium processor family, the first
implementation of the 64-bit architecture family being jointly devel-
oped by Intel and Hewlett-Packard, called IA-64 (for Intel Architec-
ture 64). The 64-bit version of Windows will provide a much larger
address space for both user processes and the system. Although this
is a major enhancement that extends the scalability of the system sig-
nificantly, to date, moving Windows 2000 to a 64-bit platform hasn’t
necessitated major changes in the kernel architecture of the system
(other than the support in the memory manager, of course). For infor-
mation on preparing applications now so that they can be ported to 64-
bit Windows more easily later, see the section of the Platform SDK
documentation entitled “Win64 Programming Preview” (also available
online at msdn.microsoft.com). For general information on 64-bit
Windows, search for the keyword “64-bit” on www.microsoft.com/
windows.
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Windows 2000 achieves portability across hardware architectures and plat-
forms in two primary ways:

# Windows 2000 has a layered design, with low-level portions of the
system that are processor-architecture-specific or platform-specific
isolated into separate modules so that upper layers of the system can
be shielded from the differences between architectures and among
hardware platforms. The two key components that provide operating
system portability are the kernel (contained in Ntoskrnl.exe) and the
hardware abstraction layer (contained in Hal.dll). (Both these com-
ponents are described in more detail later in this chapter.) Functions
that are architecture-specific (such as thread context switching and
trap dispatching) are implemented in the kernel. Functions that can
differ among systems within the same architecture (for example, dif-
ferent motherboards) are implemented in the HAL.

# The vast majority of Windows 2000 is written in C, with some
portions in C++. Assembly language is used only for those parts of
the operating system that need to communicate directly with system
hardware (such as the interrupt trap handler) or that are extremely
performance-sensitive (such as context switching). Assembly language
code exists not only in the kernel and the HAL but also in a few
other places within the core operating system (such as the routines
that implement interlocked instructions as well as one module in
the local procedure call facility), in the kernel-mode part of the
Win32 subsystem, and even in some user-mode libraries, such as
the process startup code in Ntdll.dll (a system library explained
later in this chapter).

Symmetric Multiprocessing

Multitasking is the operating system technique for sharing a single processor
among multiple threads of execution. When a computer has more than one
processor, however, it can execute two threads simultaneously. Thus, whereas
a multitasking operating system only appears to execute multiple threads at the
same time, a multiprocessing operating system actually does it, executing one
thread on each of its processors.

As mentioned at the beginning of this chapter, one of the key design goals
for Windows NT was that it had to run well on multiprocessor computer systems.
Windows 2000 is also a symmetric multiprocessing (SMP) operating system. There
is no master processor—the operating system as well as user threads can be
scheduled to run on any processor. Also, all the processors share just one memory
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space. This model contrasts with asymmetric multiprocessing (ASMP), in which
the operating system typically selects one processor to execute operating system
code while other processors run only user code. The differences in the two
multiprocessing models are illustrated in Figure 2-1.

Symmetric Asymmetric

Processor A Processor A

Operating
system

Operating
system

User
thread

thread

I/O devices WO devices

Figure 2-1
Symwmetric vs. asymmetvic multiprocessing

Although Windows NT was originally designed to support up to 32 pro-
cessors, nothing inherent in the multiprocessor design limits the number of
processors to 32—that number is simply an obvious and convenient limit be-
cause 32 processors can easily be represented as a bit mask using a native 32-bit
data type.

The actual number of supported processors depends on the edition of
Windows 2000 being used. (The various editions of Windows 2000 are de-
scribed in the next section.) This number is stored in the registry value
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HKLM\SYSTEM\CurrentControlSet\Control\Session\Manager\Licensed-
Processors. Keep in mind that tampering with that data is a violation of the
software license and will likely result in a system crash upon rebooting because
modifying the registry to allow use of more processors involves more than just
changing this value.

Scalability

One of the key issues with multiprocessor systems is scalability. To run correctly
on an SMP system, operating system code must adhere to strict guidelines and
rules. Resource contention and other performance issues are more complicated
in multiprocessing systems than in uniprocessor systems and must be accounted
for in the system’s design. Windows 2000 incorporates several features that are
crucial to its success as a multiprocessor operating system:

B The ability to run operating system code on any available processor
and on multiple processors at the same time

B Multiple threads of execution within a single process, each of which
can execute simultaneously on different processors

B Fine-grained synchronization within the kernel as well as within
device drivers and server processes, which allows more components
to run concurrently on multiple processors

In addition, Windows 2000 provides mechanisms (such as I/O completion
ports—described in Chapter 9) that facilitate the efficient implementation of
multithreaded server processes that can scale well on multiprocessor systems.

Multiprocessor synchronization is described in Chapter 3. Multiprocessor
thread scheduling details are covered in Chapter 6.

Architecture Overview

With this brief overview of the design goals and packaging of Windows 2000,
let’s take a look at the key system components that comprise its architecture. A
simplified version of this architecture is shown in Figure 2-2. Keep in mind that
this diagram is basic—it doesn’t show everything. The various components of
Windows 2000 are covered in detail later in this chapter.
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Figure 2-2
Simplified Windows 2000 architecture

In Figure 2-2, first notice the line dividing the user-mode and kernel-mode
parts of the Windows 2000 operating system. The boxes above the line rep-
resent user-mode processes, and the components below the line are kernel-mode
operating system services. As mentioned in Chapter 1, user-mode threads exe-
cute in a protected process address space (although while they are executing in
kernel mode, they have access to system space). Thus, system support processes,
service processes, user applications, and environment subsystems each have their
own private process address space.

The four basic types of user-mode processes are described as follows:

# Fixed (or hardwired) system support processes, such as the logon process
and the session manager, that are not Windows 2000 services (that
is, not started by the service control manager).

® Service processes that host Win32 services, such as the Task Scheduler
and Spooler services. Many Windows 2000 server applications, such
as Microsoft SQL Server and Microsoft Exchange Server, also include
components that run as services.

B User applications, which can be one of five types: Win32, Windows
3.1, MS-DOS, POSIX, or OS/2 1.2.

® Environment subsystems, which expose the native operating system
services to user applications through a set of callable functions, thus
providing an operating system environment, or personality. Windows
2000 ships with three environment subsystems: Win32, POSIX,
and OS/2.
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In Figure 2-2, notice the “Subsystem DLLs” box below the “Service pro-
cesses” and “User applications” boxes. Under Windows 2000, user applications
don’t call the native Windows 2000 operating system services directly; rather,
they go through one or more subsystem dynamic-link libyaries(DLLs). The role
of the subsystem DLLs is to translate a documented function into the appro-
priate internal (and undocumented) Windows 2000 system service calls. This
translation might or might not involve sending a message to the environment
subsystem process that is serving the user application. ,

The kernel-mode components of Windows 2000 include the following:

# The Windows 2000 executive contains the base operating system
services, such as memory management, process and thread manage-
ment, security, I /O, and interprocess communication.

# The Windows 2000 kernel consists of low-level operating system
functions, such as thread scheduling, interrupt and exception dis-
patching, and multiprocessor synchronization. It also provides a set
of routines and basic objects that the rest of the executive uses to
implement higher-level constructs.

B Device drivers include both hardware device drivers that translate
user I /O function calls into specific hardware device I /O requests as
well as file system and network drivers.

® The hardware abstraction layer (HAL) is a layer of code that isolates
the kernel, device drivers, and the rest of the Windows 2000 execu-
tive from platform-specific hardware differences (such as differences
between motherboards).

B The windowing and graphics system implements the graphical user
interface (GUI) functions (better known as the Win32 USER and
GDI functions), such as dealing with windows, user interface con-
trols, and drawing.

Table 2-1 lists the filenames of the core Windows 2000 operating system
components. (You’ll need to know these filenames because we’ll be referring
to some system files by name.) Each of these components is covered in greater
detail both later in this chapter and in the chapters that follow.
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Table 2-1 Core Windows 2000 System Files

Filename Components
Ntoskrnl.exe Executive and kernel
Ntkrnlpa.exe Executive and kernel with support for Physical Address

Extension (PAE), which allows addressing of up to
64 GB of physical memory

Hal.dll Hardware abstraction layer

Win32k.sys Kernel-mode part of the Win32 subsystem

Ntdll.dll Internal support functions and system service dispatch
stubs to executive functions

Kernel32.dll, Core Win32 subsystem DLLs

Advapi32.dll,

User32.dll,

Gdi32.dll

Before we dig into the details of these system components, though, let’s
examine the differences between Windows 2000 Professional and the various
editions of Windows 2000 Server.

Windows 2000 Product Packaging

There are four editions of Windows 2000: Windows 2000 Professional, Windows
2000 Server, Windows 2000 Advanced Server, and Windows 2000 Datacenter
Server. These editions differ by:

# The number of processors supported

# The amount of physical memory supported

B The number of concurrent network connections supported

B Layered services that come with Server editions that don’t come

with the Professional edition

These differences are summarized in Table 2-2.
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Table 2-2 Differences Between Windows 2000 Professional and
Server Editions

Number of
Number of Physical Concurrent Additional
Processors Memory Client Network Layered
Edition Supported Supported  Connections® Services

Windows 2000 2 4 GB 10
Professional

Windows 2000 4 4 GB Unlimited Ability to be a

Server domain controller,
Active Directory
service, software-
based RAID,
Dynamic Host
Configuration
Protocol (DHCP)
server, Domain
Name System
(DNS) server,
Distributed File
System (DES)
server, Certificate
Services, Remote
install, and Termi-
nal Services

Windows 2000 ' 8 8 GB Unlimited Two-node clusters
Advanced Server

Windows 2000 32 64 GB** Unlimited Four-node clusters,
Datacenter Server Process Control
Manager tool'

* The End-User License Agreement for Windows 2000 Professional (contained in \Winnt\System32\
Eula.txt) states, “You may permit a maximum of ten (10) computers or other electronic devices (each a
“Device”) to connect to the Workstation Computer to utilize the services of the Product solely for file
and print services, internet information services, and remote access (including connection sharing and
telephony services).” This limit is enforced for file and print sharing and remote access but not for
Internet Information Services.

** Theoretical limit—the supported limit might be less than this due to availability of commercial

hardware.

T See page 376 in Chapter 6 for more on the Process Control Manager tool.
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What is not different between the various flavors of Windows 2000 are
the core system files: the kernel image, Ntoskrnl.exe (and the PAE version,
Ntkrnlpa.exe); the HAL libraries; the device drivers; and the base system utili-
ties and DLLs. All these files are the same for all editions of Windows 2000. For
example, there are no special server versions of the HAL.

However, a number of these components operate differently depending on
which edition is running. Windows 2000 Server systems are optimized for sys-
tem throughput as high-performance application servers, whereas Windows 2000
Professional, although it has server capabilities, is optimized for response time
for interactive desktop use. For example, based on the product type, several
resource allocation decisions are made differently at system boot time, such as
the size and number of operating system heaps (or pools), the number of inter-
nal system worker threads, and the size of the system data cache. Also, run-time
policy decisions, such as the way the memory manager trades off system and
process memory demands, differ between the Windows 2000 Server editions
and Windows 2000 Professional. Even some thread-scheduling details have
different default behavior in the two edition families. Where there are signifi-
cant operational differences in the two products, these are highlighted in the
pertinent chapters throughout the rest of this book. Unless otherwise noted,
everything in this book applies to both the Windows 2000 Server editions as
well as Windows 2000 Professional.

If the kernel image is the same across the various product editions of
Windows 2000, how does the system know which edition is booted? By que-
rying the registry values ProductType and ProductSuite under the HKLM\
SYSTEM\CurrentControlSet\Control\ProductOptions key. ProductType is used
to distinguish whether the system is a Windows 2000 Professional system or a
Windows 2000 Server system (any edition). The valid values are listed in Table
2-3. The result is stored in the system global variable Mm ProductType, which
can be queried from a device driver using the kernel-mode support function

MmIsThisAnNtAsSystem, documented in the Windows 2000 DDK.

Table 2-3 ProductType Registry Values

Edition of Windows 2000 Value of ProductType
Windows 2000 Professional WinNT

Windows 2000 Server (domain controller) LanmanNT

Windows 2000 Server (server only) ServerNT
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A different registry value, ProductSuite, distinguishes Windows 2000 Ser-
ver, Advanced Server, and Datacenter Server as well as whether Terminal Services
have been installed (Server systems only). On Windows 2000 Professional systems,
this value is blank.

If user programs need to determine which edition of Windows 2000 is
running, they can call the Win32 VerifyVersionInfo function, documented in the
Platform SDK. Device drivers can call the kernel-mode function Rt/GetVersion,
documented in the Windows 2000 DDK.

Checked Build

There is a special debug version of Windows 2000 Professional called the
checked build. This version is available only with the MSDN Professional (or
Universal) CD subscription. It is provided to aid device driver developers—
the checked build performs more stringent error checking on kernel-mode
functions called by device drivers or other system code. For example, if a driver
(or some other piece of kernel-mode code) makes an invalid call to a system
function that is checking parameters (such as acquiring a spinlock at the wrong
interrupt level), the system will stop execution when the problem is detected
rather than allow some data structure to be corrupted and the system to pos-
sibly crash at a later time.

The checked build is a recompilation of the Windows 2000 source code with
the compile-time flag DEBUG set to TRUE. Much of the additional code in
the checked-build binaries is a result of using the ASSERT macro, which is
defined in the DDK header file Ntddk.h and documented in the DDK docu-
mentation. This macro tests a condition (such as the validity of a data structure
or parameter), and if the expression evaluates to FALSE, the macro calls the
kernel-mode function R#lAssert, which calls DbgPrint to pass the text of the debug
message to a kernel debugger (if one is attached) to be displayed and then
prompts the user for what to do (breakpoint, ignore, terminate process, or ter-
minate thread). If the system wasn’t booted with the kernel debugger (using
the /DEBUG switch in Boot.ini) and no kernel debugger is currently attached,
failure of an ASSERT test will crash the system.

Although Microsoft doesn’t supply a checked-build version of Windows
2000 Server, Advanced Server, or Datacenter Server, you can manually copy the
checked (debug) version of the kernel image onto a Windows 2000 Server sys-
tem, reboot, and run with a checked kernel. (You could also do this for other
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system files, but most developers who use the checked build really only need
the checked version of the kernel image—not the checked versions of every
device driver, utility, and DLL.)

Multiprocessor-Specific System Files

42

Six system files* are different on a multiprocessor system than on a uniprocessor
system. (See Table 2-4.) At installation time, the appropriate file is selected
and copied to the local \Winnt\System32 directory. To determine which files
were copied, see the file \Winnt\Repair\Setup.log, which itemizes all the files
that were copied to the local system disk and where they came from off the
distribution media.

Table 2-4 Multiprocessor-Specific vs. Uniprocessor-Specific

System Files

Name of Name of Name of

File on Uniprocessor Multiprocessor

System Disk Version on CD Version on CD

Ntoskrnl.exe \I386\Ntoskrnl.exe \I386\Ntkrnlmp.exe

Ntkrnlpa.exe Ntkrnlpa.exe in \I386\ Ntkrpamp.exe in
Driver.cab \I386\Driver.cab

Hal.dll Depends on system Depends on system type
type (See the list of (See the list of HALs in
HALs in Table 2-5.) Table 2-5.)

Win32k.sys \I[386\UNIPROC\ Win32k.sys in
Win32k.sys \I386\Driver.cab

Ntdll.dll \I386\UNIPROC\ \[386\Ntdll.dll
Ntdll.dll

Kernel32.dll \I386\UNIPROC\ \I386\Kernel32.dll
Kernel32.dll

oI you look in the \I386\UNIPROC folder on a Windows 2000 CD, you’ll see a file named
Winsrv.dll—although this file exists in a folder named UNIPROC, implying that there is a
uniprocessor version, in fact there is only one version of this image for both multiprocessor
and uniprocessor systems.
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The reason for having uniprocessor versions of these key system files is
performance—multiprocessor synchronization is inherently more complex and
time consuming than the use of a single processor, so by having special
uniprocessor versions of the key system files, this overhead is avoided on
uniprocessor systems (which constitute the vast majority of systems running
Windows 2000).

Interestingly, although the uniprocessor and multiprocessor versions of
Ntoskrnl are generated using conditionally compiled source code, the uniprocessor
versions of Ntdll.dll and Kernel32.dll are created by patching the x86 LOCK
and UNLOCK instructions, which are used to synchronize multiple threads with
no-operation (NOP) instructions (which do nothing).

The rest of the system files that comprise Windows 2000 (including all
utilities, libraries, and device drivers) have the same version on both uniprocessor
and multiprocessor systems (that is, they handle multiprocessor synchronization
issues correctly). You should use this approach on any software you build, whether
it is a Win32 application or a device driver—keep multiprocessor synchronization
issues in mind when you design your software, and test the software on both
uniprocessor and multiprocessor systems.

On the checked build CD, if you compare Ntoskrnl.exe and Ntkrnlmp.exe
or Ntkrnlpa.exe and Ntkrpamp.exe, you’ll find <ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>