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�Microsoft® Word converts the macros in a Word 2.x template the first time you open the template, create a new document based on the template, or attach the template to a document using the Templates command (File menu). (Note that Word 6.0 cannot convert Word 1.x macros directly; open Word 1.x templates first in Word 2.x, and then in Word 6.0.) After converting a template, you must save it to save the conversion. If you don’t save the template, Word converts the macros again the next time you use the template.
If you want complete control over converting macros (that is, if you don’t want Word to automatically convert your macros), you can convert your macros manually. To do so, open each macro in Word 2.x, copy the code to a normal document, and save the document. In Word 6.0, open the document and in either the Normal template or a new custom template, create a macro for each of your original macros, then copy the text from the document into the macro editing window. Debug each macro to identify which parts of your code should be changed to produce the same behavior you programmed in Word 2.x.
When Word converts your macros automatically, you may need to modify parts of them by hand to complete the conversion. This document attempts to identify areas of your macro to which you may need to pay special attention to produce the behavior you want from your macro.
WW2_ statements and functions
For improved compatibility, a number of Word 2.x WordBasic statements and functions have been carried over to Word 6.0 and given the “WW2_” prefix (for example, WW2_CountMenuItems() and WW2_EditFind). When the macro converter encounters one of these Word 2.x statements or functions, it substitutes the WW2_ name.
WW2_ functions provide Word 2.x syntax, but they do not behave under Word 2.x assumptions. For example, WW2_Insert adheres to the setting of the Smart Cut And Paste setting in Word 6.0, and WW2_EditFind must use Word 6 codes to search for special characters.
Here is the full list of WW2_ statements and functions:
�WW2_ChangeCase�WW2_ChangeRulerMode�WW2_CountMenuItems()�WW2_EditFind�WW2_EditFindChar�WW2_EditReplace�WW2_EditReplaceChar�WW2_FileFind�WW2_FileTemplates�WW2_Files$()�WW2_FootnoteOptions�WW2_FormatBordersAndShading�WW2_FormatCharacter�WW2_FormatDefineStyleChar�WW2_GetToolButton()�WW2_GetToolMacro$()�WW2_Insert�WW2_InsertFootnote�WW2_InsertIndex�WW2_InsertSymbol�WW2_InsertTableOfContents�WW2_KeyCode�WW2_MenuMacro$()�WW2_MenuText$()�WW2_PrintMerge�WW2_PrintMergeCheck�WW2_PrintMergeCreateDataSource�WW2_PrintMergeCreateHeaderSource�WW2_PrintMergeHelper�WW2_PrintMergeSelection�WW2_PrintMergeToDoc�WW2_PrintMergeToPrinter�WW2_RenameMenu�WW2_RulerMode�WW2_TableColumnWidth�WW2_TableRowHeight�WW2_ToolsHyphenation�WW2_ToolsMacro�WW2_ToolsOptionsGeneral�WW2_ToolsOptionsKeyboard�WW2_ToolsOptionsMenus�WW2_ToolsOptionsPrint�WW2_ToolsOptionsToolbar�WW2_ToolsOptionsView�WW2_ToolsRevisionsMark�WW2_ViewZoom
�Note that CommandValid() takes a string that specifies a command name. Word 6 does not convert this string to a valid Word 6 command name, nor does it append “WW2_.” Check all occurrences of this function in a converted macro to ensure the name of the command being tested is valid (for example, change “InsertBookmark” to “WW2_InsertBookmark” or “EditBookmark”).
Keep in mind the following details about the behavior of some Word 2.x and WW2_ commands compared to the corresponding Word 6.0 commands.
WW2_Files$() returns the filename only, while the Word 6.0 Files$() function returns the path and filename.
WW2_Insert has the same effect as the Word 6.0 Insert statement except when text is selected. If the current selection includes a section break at the end of the selection, WW2_Insert overwrites it; the Word 6.0 Insert statement does not. If a word is selected, including the space character following it, WW2_Insert replaces the trailing space character; the Word 6.0 Insert statement does not.
Word 6.0 provides compatibility in find and replace macro operations by including the Word 2.x versions of these statements as WW2_EditFind and WW2_EditReplace. Note that the Word 2.x special character codes continue to work in WW2_EditFind and WW2_EditReplace. However, specifying ANSI character 34 (straight quotation mark) as the find text in WW2_EditFind, WW2_EditReplace, EditFind, or EditReplace in Word 6.0 finds both straight and “smart” quotation marks (ANSI 147 and 148); in Word 2.x macros, ANSI 34 finds only straight quotation marks.
For more information on changes to finding and replacing, see “Finding and replacing text,” later in this document.
The Word 2.x statement ViewHeaderFooter is supported in Word 6.0 as the NormalViewHeaderArea statement; however, you cannot display the Word 2.x dialog box with NormalViewHeaderArea. 
The Word 2.x statement IconBarMode is supported in Word 6.0, but has no effect.
Some WW2_ statements correspond to dialog boxes in Word 2.x. A subset of these statements cannot be used to display the Word 2.x dialog boxes in Word 6.0 (though the statements may still be used to set options or return information through dialog records). Converted Word 2.x macros that attempt to display a dialog box associated with any of the following statements will need to be updated by hand.
�NormalViewHeaderArea�WW2_EditFindChar�WW2_EditReplaceChar�WW2_FormatDefineStyleChar�WW2_PrintMerge�WW2_PrintMergeCheck�WW2_PrintMergeHelper�WW2_PrintMergeSelection�WW2_PrintMergeToDoc�WW2_PrintMergeToPrinter�WW2_ToolsOptionsGeneral�WW2_ToolsOptionsKeyboard�WW2_ToolsOptionsMenus�WW2_ToolsOptionsToolbar�WW2_ToolsOptionsView�WW2_ViewZoom
�Working with paragraph marks
In Word 2.x, the two ANSI characters 13 and 10 specified a paragraph mark. In Word 6.0, the single ANSI character 13 represents a paragraph mark. Any Word 2.x macro that assumes the following:
para$ = Chr$(13) + Chr$(10)

will not work properly in a Word 6.0 document. Word 2.x macros often use this assumption to search for paragraph marks or to test a selection to see if it contains a paragraph mark. Changing this assumption in any converted Word 2.x macro will remedy this incompatibility with Word 6.0 documents. 
However, paragraph marks in Word 2.x and text-only documents opened in Word 6.0 are still equivalent to ANSI characters 13 and 10; only when a Word 2.x or text-only document is finally saved in Word 6.0 format are the paragraph marks converted to ANSI character 13. If your macro needs to work on documents in both formats, make sure to check the current format before setting the assumption for which ANSI character or characters comprise a paragraph mark.
Modifying startup options
Startup options for Word 6.0 are now in WINWORD6.INI. Macros that specify a Word section (“Microsoft Word 2.0,” “Microsoft Word,” “MSWord Text Converters,” or “MSWord Editable Sections”) in a GetProfileString$() or SetProfileString instruction will return or set information in WINWORD6.INI instead of WIN.INI. If you need to return or set options in Word 2.x sections of WIN.INI, use GetPrivateProfileString$() and SetPrivateProfileString, which allow you to explicitly specify an INI file.
Error checking
Because error messages in Word 6.0 are more specific than those in Word 2.x, you may need to update error-handling routines to trap new errors. For example, if the insertion point or selection is not in a table, the StartOfRow and EndOfRow statements will generate an error message. Also, keep the following points in mind:
Routines that manipulate dialog boxes without using GetCurValues may generate errors in Word 6.0 that did not occur in Word 2.x.
Word 6.0 now displays an error if an array variable specified in a dialog box definition has not been defined.
Limits in Word
You may want to fix assumptions your macros make about Word limits that have changed (for example, the maximum number of open document windows has changed from nine to whatever number available memory allows). A change to consider when converting Word 2.x macros is that the number of nesting levels for Call instructions to other macros and subroutines has been reduced. But as in Word 2.x, available memory often limits the number of nesting levels before a macro can reach the internal maximum, around 9 in Word 6.0.
For more information on new limits and other changes in Word 6.0, see the What’s New in WordBasic topic in WordBasic Help, and Chapter 6, “Switching from a Previous Version of Word,” in Microsoft Word Quick Results.
Creating and displaying dialog boxes
In Word 2.x, option buttons and check boxes are vertically centered within the rectangle defined by the width and height arguments in OptionButton and CheckBox instructions. In Word 6.0, option buttons and check boxes are aligned at the top of the rectangle. If the rectangle was larger than necessary in the Word 2.x macro, the option button or check box may be out of place when the dialog box definition is converted. If necessary, paste the dialog box definition into the Dialog Editor and resize the controls.
In Word 6.0, list boxes no longer recognize empty strings. If a macro includes an empty string in an array to be assigned to a list box, the list of entries is truncated after the empty string. For example, if you create the following array:
ListBox1$(0) = "hello"�ListBox1$(1) = ""�ListBox1$(2) = "hello"

and then assign it to a list box in a dialog box definition, no text will appear in the list box after “hello” when the dialog box is displayed. To fix the dialog box, either eliminate the empty string from the array or add a space to each empty string. For example:
ListBox1$(1) = " "

In Word 6.0, a custom dialog box with no Cancel button cannot be closed using the dialog Control menu. Two approaches can be taken to address this: Use the MsgBox command instead of a custom dialog box (note that a message box can only display 256 characters), or include a Cancel button to the dialog box definition and then create a dialog box function that hides the Cancel button on initialization.
In Word 2.x, input boxes displayed with InputBox$() set the focus on the OK button; to choose OK using the keyboard, the user pressed ENTER, and to insert a new line break in the text box, the user pressed SHIFT+ENTER. In Word 6.0, input boxes displayed with InputBox$() set the focus on the text box. When the user presses ENTER, Word inserts a new line in the text box; to choose OK using the keyboard, the user must press TAB to set the focus on the OK button and then press ENTER. 
If you want to maintain the Word 2.x InputBox$() behavior in your macro, you need to create a custom dialog box to display with a Dialog or Dialog() instruction instead of using InputBox$(). If you do use the Word 6.0 InputBox$() function, you can make your macro more robust by evaluating the returned string to ensure that it is usable in your macro, cleaning it up if the user inadvertently pressed ENTER while trying to choose OK.
Cutting and pasting text
The Edit panel in the Options dialog box (Tools menu) contains a new editing option, Use Smart Cut And Paste, that removes unneeded spaces when you delete text and adds spaces when you insert text. In macros that delete, cut, or paste text, use ToolsOptionsEdit to control this option, making sure the setting of the option corresponds to your macro’s assumptions. For Word 2.x macros, the assumption will most likely be that this feature is not available, so add the following instructions to your macro to make sure it behaves the same in Word 6.0:
Sub MAIN
Dim dlg As ToolsOptionsEdit
GetCurValues dlg
reset = dlg.SmartCutPaste
dlg.SmartCutPaste = 0
ToolsOptionsEdit dlg
' Word 2.x macro instructions
ToolsOptionsEdit .SmartCutPaste = reset
End Sub
Using SendKeys
The macro converter does not change the keystrokes specified in SendKeys statements to accommodate changes to access keys for menus, menu items, and dialog box controls in Word 6.0. For example, in Word 2.x, the instruction 
SendKeys "%ob" 

displays the Bullets And Numbering dialog box (Tools menu). In Word 6.0, the same instruction displays the Borders And Shading dialog box (Format menu). Search your converted Word 2.x macros for all SendKeys instructions to verify that they will still function as expected in Word 6.0.
Finding and replacing text
The EditFind and EditReplace statements have been updated for Word 6.0. The new versions use different values for .Direction and use the new .Wrap argument to control prompts (for details, see WordBasic Help). Also, a few of the character codes used when searching for and replacing special characters have changed (for example, “^m” instead of “^d” for a manual page break). 
For these reasons, Word 6.0 provides compatibility in find and replace macro operations by including the Word 2.x versions of these statements as WW2_EditFind and WW2_EditReplace. Note that the Word 2.x special character codes continue to work in WW2_EditFind and WW2_EditReplace.
In a Word 2.x EditFind instruction, you set .Direction to 2 to search toward the end of the document and prevent Word from displaying a prompt if the end of the document is reached. If there is a selection when the search begins, Word 2.x searches the selection first, and then continues the search after the selection. A WW2_EditFind instruction in Word 6.0 does not continue the search after the selection. Unless your macro makes sure that there is no selection before the WW2_EditFind instruction is run, you may want to rewrite the instruction using the Word 6.0 version of EditFind, setting .Direction to 0 (zero) and the new .Wrap argument to 1.
The font name and ANSI code of symbols inserted using the Word 6.0 InsertSymbol command are hidden; Word recognizes these symbols as ANSI character 40 (left parenthesis). Be aware that converted Word 2.x macros that search for left parentheses will also find symbols inserted with InsertSymbol in Word 6.0 documents.
Searching for fields
In Word 2.x, fields are inserted with no space between the opening field character and the field name. In Word 6.0, a space is inserted after the opening field character and before the closing field character. If you have macros that search for specific fields and perform some action on them, you’ll need to take this into account. Consider the following macro converted from Word 2.x. Notice that in the find text, there is no space between ^19 and DATE.
REM UnlinkDateFields -- unlinks each DATE field in the document
Sub MAIN
StartOfDocument
EditFindClearFormatting
WW2_EditFind .Find = "^19DATE", .Direction = 2, .Format = 0, .MatchCase = 0
While EditFindFound()
	UnlinkFields
	WW2_EditFind .Find = "^19DATE", .Direction = 2, .Format = 0, .MatchCase = 0
Wend
End Sub

You should assume that documents contain fields with varying numbers of spaces after the opening field character, especially if the document began as a Word 2.x document. To account for this, the macro above could be rewritten to include two loops: one for DATE fields with no space after the opening field character and one for DATE fields with one or more spaces (^w) after the opening field character. Note that he following macro uses the Word 6.0 versions of EditFind and EditReplace, in which you can specify ^d for a field character.
REM UnlinkDateFields -- unlinks each DATE field in the document
Sub MAIN
EditFindClearFormatting
ViewFieldCodes 1
EditFind .Find = "^dDATE", .Direction = 0, .Wrap = 1, .Format = 0, .MatchCase = 0
While EditFindFound()
	UnlinkFields
	EditFind .Find = "^dDATE", .Direction = 0, .Wrap = 1
Wend
EditFind .Find = "^d^wDATE", .Direction = 0, .Wrap = 1
While EditFindFound()
	UnlinkFields
	EditFind .Find = "^d^wDATE", .Direction = 0, .Wrap = 1
Wend
End Sub

You should also be aware that there are four fields whose names have changed in Word 6.0. However, when you open a Word 2.x document containing one or more of these fields in Word 6.0, Word does not update the field names. The fields continue to work as before, but their names don’t change to the Word 6.0 names unless you edit the field codes. The following table lists these four fields.
�Word 2.x name	Word 6.0 name
INCLUDE	INCLUDETEXT
IMPORT	INCLUDEPICTURE
FTNREF	NOTEREF
GLOSSARY	AUTOTEXT
If you have a macro that searches for one of these fields, you may want to add code that accounts for the possibility that both field names appear in the same document.
Working with headers and footers
In Word 6.0, the most common way to work with headers and footers is to display them with the ViewHeader statement in page layout view. One limitation of this method is that Word can only display the headers and footers of pages that exist in the document (that is, pages that can be displayed in page layout view).
To work with headers and footers for documents with little or no text (for example, a template on which much longer book-like documents will be based), you should use the NormalViewHeaderArea statement to display any header or footer in the header/footer pane in normal view. The NormalViewHeaderArea statement corresponds to the Word 2.x ViewHeaderFooter statement. The arguments are the same, and you can use a dialog record and GetCurValues to return the current values of NormalViewHeaderArea; however, in Word 6.0, you cannot display the Word 2.x ViewHeaderFooter dialog box.
The following to Word 6.0 macro instructions are equivalent:
FilePageSetup .DifferentFirstPage = 1, .OddAndEvenPages = 1
NormalViewHeaderArea .FirstPage = 1, .OddAndEvenPages = 1

But in a document with no text or page breaks, the following instruction displays the odd header in the header/footer pane in normal view:
NormalViewHeaderArea .Type = 4

while the following instruction can only display the first-page header in page layout view:
ViewHeader

When enough text is added to create two page breaks (or if page breaks are added using InsertBreak), a ViewHeader instruction would be able to display the odd header in page layout view.
Macros converted from Word 2.x will automatically use the NormalViewHeaderArea statement, just as they used ViewHeaderFooter before. To duplicate Word 2.x functionality in new Word 6.0 macros, you should use NormalViewHeaderArea as well. If you want your Word 6.0 macro to use ViewHeader in page layout view, regardless of the number of pages in the active document or template, write code to insert one or two temporary page breaks, modify the headers and footers, and then remove the temporary page breaks.
New formatting implementations
Word 6.0 has many new formatting features and has revised some Word 2.x formatting statements and functions for greater usability. When converting Word 2.x macros, you may need to rewrite some code that applies formatting if you want to duplicate Word 2.x formatting behavior. Here are some specific situations you might look out for.
Word 6.0 now has Superscript, Subscript, and Small Caps formats based on the typographical information stored in the specified font. Word 2.x macros that created superscript and subscript text by raising text and reducing its font size manually are converted to do the same in Word 6.0. However, instructions that use this technique can be modified manually to take advantage of the new font formatting capabilities of Word.
The .LineSpacing argument of the Word 2.x FormatParagraph statement has been split into two arguments in the Word 6.0 FormatParagraph statement: .LineSpacingRule and .LineSpacing. To specify exact line spacing in Word 2.x, you would specify a negative value for the .LineSpacing argument (for example, “–10 pt”). To apply the same formatting in Word 6.0, you can do one of two things: specify Exactly (value 4) for .LineSpacingRule and a positive value for .LineSpacing (for example, “10 pt”); or specify a negative value for the .LineSpacing argument (for example, “–10 pt”). In this way, Word 2.x instructions that apply this formatting are converted without error.
However, after Word 6.0 runs an instruction that assigns .LineSpacing a negative value, the value of .LineSpacingRule is set to 4 (“Exactly”) and the value of .LineSpacing is changed to a positive value. Therefore, if your macro contains any conditional statements (such as If...Then...Else or While...Wend) that test for a negative .LineSpacing value in a Word 6.0 FormatParagraph dialog record, they will always return false. Each conditional statement that tests for a negative .LineSpacing value should be modified to test for either a positive .LineSpacing value, a .LineSpacingRule value of 4, or both, depending on the information required.
Word 6.0 provides two kinds of style: paragraph and character. The name of the current style, returned by the StyleName$() function, depends on where the insertion point or selection is located. For example, if a word is selected in a Normal paragraph and no character styles are applied to the word, StyleName$() returns “Normal.” However, if the word has a character style, such as ArialBold, applied to it, StyleName$() returns “ArialBold.” To make sure StyleName$() returns the underlying paragraph style, regardless of the any character styles applied to the current selection, use the following code:
EditBookmark "tmp"
SelType 1
reset$ = StyleName$()
Style "Default Paragraph Font"
parastyle$ = StyleName$()
Style reset$
EditGoto "tmp"
EditBookmark "tmp", .Delete

In Word 6.0, the Organizer command can be used in macros to copy multiple styles, AutoText entries, toolbars, and macros; a macro simply establishes a loop based on the number of items counted by a function such as CountStyles() and runs an Organizer instruction for each item. 
As in Word 2.x, macros in Word 6.0 can use the FormatStyle statement to merge all styles to or from documents or templates using the .FileName, .Source, and .Merge arguments. Word 2.x macros that use this method are converted with little or no modification into Word 6.0.
Replacing Windows API calls with new statements and functions
Some new WordBasic statements and functions provide the functionality of common Windows™ API calls used in Word 2.x with Declare statements. When converting a macro from Word 2.x to Word 6.0, you might consider which Windows API calls the macro made before could be converted to new built-in WordBasic functionality.
For example, the application control statements such as AppSize, AppMove, and AppMinimize can be used in Word 6.0 to control the state of any Windows-based application, not just Word. If your macro attempts to modify the state of non-Word applications using Windows API calls, you might consider replacing the API calls with the corresponding WordBasic statements. Also, new statements such as AppGetNames, AppCount(), and AppIsRunning() extend the ability of macros to modify or return information about the entire Windows environment.
AppSendMessage is a powerful statement added to Word 6.0 that allows macros to send any Windows API message and its associated parameters (described in the Microsoft Windows 3.1 Software Development Kit) to any running Windows-based application. If you are converting a Word 2.x macro that attempted to do the same thing using Windows API function calls, you can modify the macro to take advantage of AppSendMessage.
Word 6.0 has added two statements, ScreenUpdating and ScreenRefresh, to provide some display control that could only be found in calls to the Windows API EchoOff function. Note that ScreenUpdating does not provide the same functionality as EchoOff; toolbars can be hidden and displayed, the status bar can be updated, message boxes can prompt for information, and so on. If you have a Word 2.x macro that used the Windows API EchoOff function, you might consider using the Word 6.0 screen updating statements instead if they satisfy the needs of the macro.
In Word 6.0, you can use GetPrivateProfileString$() and SetPrivateProfileString to return and modify settings in any initialization file: WIN.INI, WINWORD6.INI, an initialization file for any other Windows-based application, or even your own initialization file such as MACROVAR.INI. If you are converting a Word 2.x macro that uses Windows API calls to functions of the same name, you might consider whether the built-in statement and function can be used to accomplish the same task.
Issues of context when calling macros and subroutines
In both Word 2.x and Word 6.0, you can call one macro from another by using a ToolsMacro instruction or by using the following syntax:
[Call] MacroName[.SubName] [ArgumentList]
Occasionally, more than one macro with the specified name are available to run. In such cases, Word 6.0 uses different rules than Word 2.x when deciding which macro to run. In general, Word 2.x resolves naming conflicts in favor of the active template and Word 6.0 resolves naming conflicts in favor of the template that contains the calling macro. An example will illustrate this point.
Consider the template MY.DOT containing the macro Welcome.
'Welcome macro (MY.DOT)
Sub Main
MsgBox "I am the Welcome macro in MY.DOT"
End Sub

Consider a macro of the same name in NORMAL.DOT.
'Welcome macro (NORMAL.DOT)
Sub Main
MsgBox "I am the Welcome macro in NORMAL.DOT"
End Sub

Now consider another macro in the Normal template which creates a document based on MY.DOT, and then runs Welcome.
'Macro in NORMAL.DOT that runs NORMAL.DOT version of Welcome
Sub Main
FileNew .Template = "MY.DOT"
Welcome
End Sub

When the Welcome macro runs, MY.DOT is active. In Word 2.x, the MY.DOT version of Welcome runs because naming conflicts are resolved in favor of the active template. In Word 6.0, where the version in the template containing the calling macro takes precedence over the version in the active template, the NORMAL.DOT version of Welcome runs.
How can you override this behavior in Word 6.0 macros without renaming all of your macros and subroutines to use unique names? There are two ways: use ToolsMacro instead of Call, or include the WW2CallingConvention statement.
If you want to run the main subroutine of a macro in the active template regardless of which template contains the calling macro (and you don’t need to pass any values), use a ToolsMacro instruction and set .Show to 3 (the value for active template context).
'Macro in NORMAL.DOT that runs MY.DOT version of Welcome
Sub Main
FileNew .Template = "MY.DOT"
ToolsMacro .Name = "Welcome", .Show = 3, .Run
End Sub

Note that whenever you call a macro with ToolsMacro, it’s a good idea to specify .Show. Otherwise, the context will be determined by whatever context was last selected in the Macro dialog box. This is different from the Word 2.x version of ToolsMacro, where, if you omitted .Show, Word looked for the macro first in the active template, then in the Normal template, and finally in built-in commands.
Use WW2CallingConvention if you want Word 6.0a to resolve naming conflicts the same way Word 2.x resolved them. With WW2CallingConvention, your macros can use Call to call macros or subroutines within macros in an active template if a macro by the same name already exists in the calling template. You must include WW2CallingConvention if you want to pass values to a macro with a conflicting name that you might otherwise call with a ToolsMacro statement that has .Show set to 3, as described above.

Note   The WW2CallingConvention statement is an addition to Word 6.0a, available to Word 6.0 users as the Word 6.0a Patch from Microsoft. Note that anyone using a macro that contains WW2CallingConvention must also have Word 6.0a for the macro to perform as intended. Including a CommandValid() check in your macros that include WW2CallingConvention will prevent a user from trying to run the new statement when it is not available in their version of Word. 
For information on the Word 6.0a Patch, contact your Microsoft representative, Microsoft Customer Services, or the Microsoft Support Network.
Taking advantage of global templates
If you are converting a complex suite of macros in multiple templates from Word 2.x to Word 6.0, you should consider taking advantage of global templates in Word 6.0 for the following reasons:
In Word 2.x, it was common practice to distribute macros in a template that ran a process using MacroCopy to copy some or all of the macros to a user’s Normal template so those macros would be available at all times. In Word 6.0, you need only distribute a template containing all of your macros and instruct the user to load the template as a global template, using the Templates And Add-ins dialog box (File menu). With global templates, you don’t have to touch your user’s Normal template.
If you distributed multiple Word 2.x templates, each with its own set of macros, you can reorganize those templates to take advantage of global templates. The macros for manipulating a new document based on any given template do not need to be stored in the specific template; rather, they can all reside in one authoritative global template. You can also avoid cross-template naming conflicts by storing macros in one global template.
The change from juggling templates in Word 2.x to loading a single global template in Word 6.0 to automatically customize a user’s Word environment requires some recoding and reorganizing of existing Word 2.x template suites. However, the global-template model for customizing Word will pay off by giving converted Word 2.x templates long-term stability in Word 6.0 and later versions.
Miscellaneous “gotchas”
Look for the following assumptions in your Word 2.x macros when you convert them to Word 6.0. A change in Word 6.0 behavior may cause your macro to behave unexpectedly or incorrectly if it operates under one of these conditions.
The predefined bookmarks “\Para” and “\Page” no longer select the last paragraph mark in a document if that paragraph mark is adjacent to the rest of the bookmark. For example, in Word 2.x, an EditGoto instruction that specified “\Page” would select the last paragraph mark in the document if the insertion point or selection was in the last page; in Word 6.0, the paragraph mark is excluded. You need to modify a converted Word 2.x macro if it continues after such an instruction with the assumption that the paragraph mark is part of the selection.
In Word 2.x, if your macro used FileSaveAs to save the active document in a file format other than Word Document, Word saved the new version of the file but left the original active document active. In Word 6.0, Word saves the new version of the file, closes the original active document (if it had already been saved), and makes the new version of the file in the foreign format the active document. 
If your converted Word 2.x macro assumes that any editing done after saving a file in a foreign format is being done on the original Word Document file, it will behave incorrectly; it will actually modify the content of the foreign-format file, which is active. Modify your Word 2.x macro in Word 6.0 to close the foreign-format file and re-open the original Word Document file if it needs to continue modifying the Word Document version of the file.
A macro that includes an OnTime instruction will run the specified macro regardless of whether Word is the active application when the specified time occurs. Word 2.x, if the specified time passed while Word was inactive, Word ran the macro as soon as it became the active application. Any Word 2.x macro that assumed Word would be the active application when the specified macro ran as a result of OnTime should be modified to work with the new assumption or use another kind of delay routine.
Naming variables, subroutines and user-defined functions
You may need to change names of variables, subroutines, and user-defined functions if the names have become reserved words in Word 6.0 (such as statement or function names).
You cannot call a subroutine or user-defined function stored in another macro if the name of the subroutine or function is the same as the name of an argument for a WordBasic statement that corresponds to a dialog box. For example, if you have a macro called “Library” that contains a subroutine called “Wrap,” you cannot call the subroutine from another macro in the same template. The instruction
Library.Wrap

in another macro generates an error because .Wrap is a an argument of the EditFind statement.
The following is a complete alphabetical list of arguments for WordBasic statements that correspond to Word 6.0 dialog boxes. If you locate a Word 2.x macro that contains a subroutine or user-defined function with one of the following names, you should change the name of the subroutine or function to avoid the error described above.
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