Microsoft® Visual Basic® for Applications
 Questions and Answers

Microsoft Visual Basic for Applications is the powerful development environment built into the Microsoft Office family of applications, which provides developers with professional-quality development tools for building custom solutions.  Microsoft Visual Basic for Applications provides an opportunity to learn a single language and use that knowledge across multiple applications.  In addition to being part of Microsoft Office, Microsoft Visual Basic for Applications is also a member of the Visual Basic family of languages, which includes the new Visual Basic Script for Internet browsers and the Microsoft Visual Basic programming system products.

Many developers have questions about Microsoft Visual Basic for Applications, how it differs from macro languages, which applications support Microsoft Visual Basic for Applications, and the relationship of Microsoft Visual Basic for Applications to Visual Basic Script and Visual Basic. This informal question and answer sheet is designed to help you understand Visual Basic for Applications and how it provides developers with a leveraged development tool for building robust custom solutions. 

BASIC TOPICS

What is Microsoft Visual Basic for Applications?

Microsoft Visual Basic for Applications is the development environment included in several applications within the Microsoft Office family. It comprises the Microsoft Visual Basic for Applications language engine and an integrated development environment (IDE) with a full-featured editor, debugger, and OLE object browser. Extensive context-sensitive help is available for both Microsoft Visual Basic for Applications language syntax and OLE objects such as OLE automation objects and OLE controls (OCXs).

What language features does Microsoft Visual Basic for Applications provide for developers?

Microsoft Visual Basic for Applications has all the procedural language features developers expect in a professional development environment.  These features include:�
Support for numerous datatypes including arrays, boolean, integer, floating point, strings, and variants for complex datatypes
Control flow constructs for conditional and looping operations such as IF...THEN...ELSE, FOR...NEXT, WHILE...WEND, and FOR EACH...NEXT
Built-in error handling support
�Support for constants including EMPTY, NULL, and user-defined constants
Extensive arithmetic, comparison, and logical operations
Support for referencing OLE objects and calling DLLs
Support for named arguments

Microsoft Visual Basic for Applications enables developers to learn a single language syntax and development environment which can then be used across multiple applications, such as Microsoft Excel and Microsoft Project.  

What IDE features does Microsoft Visual Basic for Applications provide for developers?

The IDE in Microsoft Visual Basic for Applications includes an editor with support for color-coded syntax, a line continuation character, and immediate syntax checking.  Complete debugging facilities are also built into the IDE, including support for setting breakpoints, watches, and a call stack trace for modifying and tracking the execution path of an application. An object browser for viewing the properties and methods of OLE objects is also included. 

What information is available for Microsoft Visual Basic for Applications developers?

The popularity of Microsoft Visual Basic for Applications and Microsoft Visual Basic has resulted in the creation of a worldwide development community.  In addition to Microsoft documentation and product support, there are worldwide developer events and hundreds of books and magazines available in any bookstore.  Some of the many resources available to Microsoft Visual Basic for Applications developers include:

Microsoft Information Resources
Microsoft Developer’s Network, a subscription program that provides the most complete and current information to developers using Microsoft Visual Basic for Applications
Mastering Microsoft Visual Basic 4.0 and Mastering Microsoft Access Programming Computer Based Training products from Microsoft
Microsoft Solutions Development Kit, a CD filled with technical information for developers using Microsoft Visual Basic for Applications

Magazines/Newsletters
Visual Basic Programmer’s Journal, a monthly technical journal available from Fawcette Technical Publications
Access/Visual Basic Advisor Magazine, a monthly technical magazine available from Advisor Publications
Microsoft Access Developer’s Journal from The Cobb Group
Office Developer from Pinnacle Publishing
�Books
Microsoft Access/Visual Basic Step by Step from Microsoft Press
Microsoft Excel/Visual Basic Programmer’s Reference 2nd Edition and Microsoft Excel/Visual Basic Programmer’s Guide from Microsoft Press 
Microsoft Excel Developer's Kit, 3rd Edition from Microsoft Press
Microsoft Excel/Visual Basic Step by Step from Microsoft Press
Special Edition Using Excel Visual Basic for Applications, Second Edition from QUE Corporation
Developing Microsoft Excel 95 Solutions with Visual Basic for Applications from Microsoft Press
Using Excel Visual Basic for Applications from QUE Corporation
Developing Applications with Microsoft Office for Windows® 95 from Microsoft Press
Microsoft Office Developer’s Guide, Second Edition from Sams Publishing
Programming Microsoft Office from Sams Publishing
Building OLE Applications with Visual Basic 4 from QUE Corporation 
OLE Developer’s Guide with Visual Basic for Applications from Sams Publishing
Developing Client/Serve Applications with Visual Basic 4 from Sams Publishing

Events
Microsoft TechEd Conferences held in Los Angeles, Australia, China, France, India, Japan, Korea, and Taiwan, 
Visual Basic Insider’s Technical Summits (VBITS) held in New York, San Francisco, Orlando, London, Munich, and Tokyo
Microsoft Access/Visual Basic Advisor Conferences held in Chicago, Orlando, and Phoenix

The most up-to-date source for both Microsoft and third-party information for Microsoft Visual Basic for Applications developers is the Microsoft For Developers Only web page (http://www.microsoft.com/devonly).

MICROSOFT VISUAL BASIC FOR APPLICATIONS AND MACRO LANGUAGES

What is a macro?

A macro is a set of actions recorded or written by a user. For example, a user can create a macro that always prints their name in bold on a spreadsheet.  They can name it PrintName and then reuse the PrintName macro in any spreadsheet.  




What is a macro language?

Macros are written or recorded using a macro language.  A macro language includes built-in commands that mimic the functionality available from menus and dialogs within an application.  Macro languages were originally included in applications such as Microsoft Excel or Lotus( 1-2-3(.  While these languages were powerful enough for simple automation, they were not designed to support development of large-scale custom solutions. 

Why were macro languages not effective for large-scale custom solution development?

Macro languages did not scale to large development efforts for several reasons, including:

Macro languages were unique in each different application.  For example, the Microsoft Excel Macro Language in Microsoft Excel was very different from the macro language included in Microsoft Word.  These differences meant that a user had to learn a different macro language for each application. For example, a macro to sort numbers written in Microsoft Excel Macro Language had to be rewritten if a user wanted to use that same macro in Microsoft Word. �
Macro languages could only access the “surface-level” capabilities within an application.  One of the reasons macro languages were originally created was to enable automation of menu commands within an application.  These languages were designed to provide all the capabilities available in the menus of an application, but didn’t provide the ability to reuse all the functionality within an application.  �
Macro languages were not built for developers. Macro languages typically included the capability to record, run, and edit macros, but support for even intermediate development efforts did not exist.  These languages lacked support for editing, debugging, and viewing objects across applications when attempting to create robust custom solutions.

Why still use the word “macro” when Microsoft Visual Basic for Applications is used?

“Development environment” is much more appropriate and frequently used, however “macro” has meaning for a wide range of users even though Microsoft Visual Basic for Applications provides many benefits over macro languages.  These benefits include a integrated development environment that can be leveraged in multiple applications and is scaleable across the Visual Basic family of tools. 

Do all users need to convert their macros to Microsoft Visual Basic for Applications?

No, users who have working macros do not need to do any work to convert them to Microsoft Visual Basic for Applications.  Depending on the application they are using, their macros will either continue to run (Microsoft Excel Macro Language in Microsoft Excel) or will be automatically converted to Microsoft Visual Basic for Applications (Microsoft Project).  Microsoft Access for Windows 95 users have the choice of continuing to run their existing macros or converting them to Microsoft Visual Basic for Applications.

How can macros be migrated to Microsoft Visual Basic for Applications?

Microsoft Excel is the only application in which macros may need to be migrated and it provides several tools to make migration easier.  First, Microsoft Excel Macro Language macros can call Microsoft Visual Basic for Applications code and vice-versa.  Second, the macro recorder in Microsoft Excel version 5.0 and later versions includes an option to record macros in either Microsoft Excel Macro Language or Microsoft Visual Basic for Applications.  Developers can use the macro recorder to learn how Microsoft Excel Macro Language functionality maps to Microsoft Visual Basic for Applications.  Finally, the debugging tools in Microsoft Excel provide support for debugging Microsoft Excel Macro Language macros during the migration process.

MICROSOFT VISUAL BASIC FOR APPLICATIONS AND MICROSOFT OFFICE 

Which Microsoft Office applications currently include Microsoft Visual Basic for Applications?

Microsoft Visual Basic for Applications is currently available in the following Microsoft Office family applications:  Microsoft Access for Windows 95, Microsoft Excel version 5.0 and Microsoft Excel for Windows 95, Microsoft Project version 4.0, and Microsoft Project for Windows 95.

When will Microsoft Visual Basic for Applications be in all the applications in Microsoft Office?

Microsoft Visual Basic for Applications will be included in the entire Microsoft Office family, including Microsoft PowerPoint( and Microsoft Word, with the next release of Microsoft Office.



MICROSOFT VISUAL BASIC FOR APPLICATIONS AND MICROSOFT VISUAL BASIC

What is Microsoft Visual Basic?

Microsoft Visual Basic is a development environment that enables developers to create standalone applications (.EXE files) using an extensible and advanced forms development environment.  

How is Microsoft Visual Basic related to Microsoft Visual Basic for Applications?

Microsoft Visual Basic includes the entire Microsoft Visual Basic for Applications feature set and extends it further.  Both tools share the same language engine, but Microsoft Visual Basic provides a superset of the Microsoft Visual Basic for Applications development environment.  Microsoft Visual Basic includes many of the Microsoft Visual Basic for Applications IDE elements, including the debugger and object browser, and can also integrate with additional third-party tools such as version control and test utilities.  Developers using Microsoft Visual Basic for Applications can integrate OLE objects into a custom solution.  Microsoft Visual Basic developers can integrate, create and distribute OLE objects in a networked environment. Finally, Microsoft Visual Basic for Applications must be included or “hosted” within an application like Microsoft Excel, while Microsoft Visual Basic is a standalone development tool.

MICROSOFT VISUAL BASIC FOR APPLICATIONS AND MICROSOFT VISUAL BASIC SCRIPT

What is Visual Basic Script?

Visual Basic Script is designed to be “hosted” within an Internet browser such as the Microsoft Internet Explorer or other third-party browsers.  Visual Basic Script is a lightweight and extremely fast language engine designed specifically for environments like the Internet or World Wide Web.  Visual Basic Script leverages the strengths of Microsoft Visual Basic for Applications and enables developers to use their Microsoft Visual Basic for Applications development knowledge to quickly create solutions for the Internet or World Wide Web.

For detailed Visual Basic Script information, please refer to Microsoft’s For Developers Only web page (http://www.microsoft.com/devonly).

How do Visual Basic Script and Microsoft Visual Basic for Applications differ?

Visual Basic Script supports a subset of the Microsoft Visual Basic for Applications language syntax.  Visual Basic Script does not include an IDE like that found in Microsoft Visual Basic for Applications since it is designed to be a lightweight language engine.  Visual Basic Script is designed to be embedded in third-party applications such as web browsers, while Microsoft Visual Basic for Applications is delivered as part of a host application such as Microsoft Access or Microsoft Excel.  

Are Visual Basic Script and Microsoft Visual Basic for Applications compatible?

Developers can write Microsoft Visual Basic for Applications code that is backward compatible if they only use Microsoft Visual Basic for Applications language features that are supported in Visual Basic Script.  A complete listing of Microsoft Visual Basic for Applications features supported in Visual Basic Script is included on the Microsoft For Developer’s Only web page (http://www.microsoft.com/devonly).

When will Visual Basic Script be available?

Visual Basic Script will be delivered during the first half of 1996.

MICROSOFT VISUAL BASIC FOR APPLICATIONS CROSS-PLATFORM SUPPORT

Is Microsoft Visual Basic for Applications available on the Windows NT( platform?

Yes, Microsoft Access for Windows 95, Microsoft Excel for Windows 95, Microsoft Project for Windows 95, and Microsoft Visual Basic 4.0 all include Microsoft Visual Basic for Applications and run on the Windows NT operating system 3.51 or later platforms.

Is Microsoft Visual Basic for Applications available on the Macintosh( platform?

Yes, Microsoft Visual Basic for Applications is included in Microsoft Excel 5.0 for the Macintosh and Microsoft Project 4.0 for the Macintosh.  Future versions of Microsoft Office family applications for the Macintosh will include Microsoft Visual Basic for Applications.

ADVANCED TOPICS (DEVELOPING WITH MICROSOFT VISUAL BASIC FOR APPLICATIONS)

Why are application type libraries (.TLB files) important for developers using Microsoft Visual Basic for Applications?

A type library defines the set of objects, properties, and methods exposed by an application.  For example, Microsoft Excel has a type library describing all of its exposed spreadsheet and chart objects.  Microsoft Visual Basic for Applications developers can access these objects in their custom solution, either from within Microsoft Excel or from another application such as Microsoft Access or Microsoft Visual Basic.  Type libraries also enable developers to perform “early binding” which provides faster, design-time syntax checking of Microsoft Visual Basic for Applications code that refers to these objects. 

Why do developers using Microsoft Visual Basic for Applications get better performance from early binding? 

Early binding means the checking of references to OLE objects in Microsoft Visual Basic for Applications code is performed once, during design time, rather than during runtime (late binding).  Early binding is much faster than late binding and is the preferred method. Every OLE automation application supports late binding, while only some applications support early binding. 

When can developers use early binding?

Early binding can be used when the following are true:

The OLE automation controller supports early binding.  All OLE automation controllers that use Microsoft Visual Basic for Applications support early binding, including Microsoft Access, Microsoft Excel, Microsoft Project, and Microsoft Visual Basic.

The OLE automation server must have an associated type library.  Microsoft Access, Microsoft Excel, Microsoft PowerPoint, Microsoft Office Binder, Microsoft Project, Microsoft SQL Server, Microsoft Word, and the Microsoft Data Access Object (DAO) interface all have type libraries.  The type library must be installed on every desktop that uses that OLE automation server.

The OLE automation controller has a reference to the type library so it can locate it.   Developers can add a reference to a type library using the TOOLS\REFERENCE command on the main menu in Microsoft Visual Basic and Microsoft Office family applications.  �
The developer must “strongly type” all object references in their Microsoft Visual Basic for Applications code.  A strongly typed object is one that is created with a specific object type.  Developers can not create objects with object types of OBJECT or VARIANT when they want to use early binding.��
Not Strongly Typed Object Examples: ��Dim MySheet as Object �Dim MyDoc as Variant��Strongly Typed Object Examples: ��Dim MySheet as WorkSheet�Dim MyDoc as WordBasic��The previous two cases are strongly typed because the object references are created with a specific object type.  �
Are there any differences in Microsoft Visual Basic for Applications across Microsoft applications?

Microsoft Access for Windows 95, Microsoft Excel for Windows 95, Microsoft Project for Windows 95, and Microsoft Visual Basic 4.0 all use a version of Microsoft Visual Basic for Applications.  In order to maintain compatibility with Access Basic and address developer issues in moving to 32 bits, several functions (math, financial, date), the byte data type, Windows registry functions, and conditional compilation were added to Visual Basic for Applications in Microsoft Access and Microsoft Visual Basic. This means that there are slight differences between Microsoft Visual Basic for Applications in Microsoft Access and Visual Basic than there are in  Microsoft Excel and Microsoft Project.  The next version of Microsoft Office will include the same version of Microsoft Visual Basic for Applications across all applications.

Can Microsoft Visual Basic for Applications code be reused in different applications?

Yes, developers can write code that can be reused across all the applications that include Microsoft Visual Basic for Applications.  Developers who want to write portable Microsoft Visual Basic for Applications code must account for the slight differences between Microsoft Visual Basic for Applications implementations discussed previously. 

Developers should also “fully declare” all object references in their Microsoft Visual Basic for Applications code.  Fully declaring an object reference means there is no ambiguity about which object the Microsoft Visual Basic for Applications code refers to.  Developers can fully declare an object reference by using both the library (application) name and the object name of the object in the form <application name>.<object name>. �



Not Fully Declared Object Example: ��Dim MyWorksheet as Worksheet�Dim MyDoc as WordBasic� �The previous two examples are not fully declared. Moving either of these lines of code from their original application to another application could produce unexpected results.  These problems can be avoided by fully declaring object references as shown below. ��Fully Declared Object Examples: ��Dim MyWorksheet as Excel.Worksheet�Dim MyDoc as Word.WordBasic��In these cases both the library or application name (Microsoft Excel or Word) and the object name (WorkSheet or WordBasic) are used to completely describe the object. There is only one possible object that can be referenced and Microsoft Visual Basic for Applications can immediately locate that object.  If the first line of code was moved from Microsoft Excel to Microsoft Project it would always run correctly since Microsoft Project would know that the reference was to an object within Microsoft Excel.
�
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This document is for informational purposes only.  MICROSOFT MAKES NO WARRANTIES, EXPRESS OR IMPLIED, IN THIS DOCUMENT.  











© 1996 Microsoft Corporation.  All rights reserved.

Microsoft, PowerPoint, Visual Basic and Windows are registered trademarks and Windows NT is a trademark of Microsoft Corporation in the United States and other countries.

Lotus and 1-2-3 are registered trademarks of Lotus Development Corporation.

Printed in the United States of America. 

0296 Part No.  098-64424
	� PAGE �7�




