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Overview 

When many people think of IBM Lotus Symphony, they rightly think of it as a group of office productivity
editors, but it fact it is much more. Because Symphony is based on OpenOffice.org technology and the
Eclipse / Lotus Expeditor rich client platform, it's by definition an extensible product. Lotus Partners take
advantage of this flexibility to add new features that enhance the base product's capabilities, delivered as a
natural extension of Symphony's user interface. As you will learn in this lab, it is also possible to add
business-specific capabilities beyond editing. Whether you are enhancing the base editing features or
adding business-specific capabilities, the approach is the same: Develop a plug-in that “hooks into”
Symphony. The purpose of this lab is to demonstrate how plug-in are used to extend the functionality of the
office suite in a variety of ways.

In this lab you will create a simple document workflow plug-in. The document workflow application provides
a way to apply a simple workflow to your office documents in document library. When a document is
opened, the document is opened in Lotus Symphony window and the workflow information is displayed in
the application. Workflow information can be changed and stored in the document. The document is built on
a special template, and stored locally. 

The following image shows the user interface with the Document Workflow plug-in. 

The Document Workflow plug-in demonstrates key functionality, such as how to perform the following
actions: 

· Declare an extension to add an application to the side shelf area(Left pane above)

· Open a document with Lotus Symphony API

· Access and modify content of a document

You will create the plug-in from start to finish and use pre-created snippets of code in order to speed up
the manual data entry process.  This lab is intended for developers who are familiar with Java
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programming and would like to try the plug-in development environment to extend Symphony. Eclipse
and OpenOffice.org UNO programming knowledge are preferred but not necessary.
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Outline
In order to create the Document Workflow application, you need to perform the following steps:

1. Verify Eclipse development environment
u Run Lotus Symphony from Eclipse development environment
2. Creating Eclipse plug-in for Document Workflow application
u Build a simple Eclipse plug-in which contributes a side shelf view to Lotus Symphony
u Create the UI for the application with Eclipse’s Standard Widget Toolkit( SWT )
3. Manipulating document in the library
u Open document from library
4. Accessing and modifying document
u Read workflow information when the document is loaded
u Modify the workflow information
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Part I
Verify Eclipse development environment

1. At first set up the Symphony development environment according Symphony Developer's Guide
provided by the toolkit. Then switch to the Plug-in development environment by selecting Window >
Open Perspective > Other..., then select Plug-in Development, click OK.

2. Click the “Run” button from the toolbar, Lotus Symphony should be able to be launched. If the Run
option is disabled, select Run > Run... to open the runtime configuration dialog. Select Eclipse
Application > Symphony and then the Run button. If asked if you want to clear the runtime workspace,
select No.

Reminder: Once Symphony opens, close the Welcome page.

3. When Lotus Symphony window open, click File->New->Document, you will see the following window:

This is the standard Symphony document editor. In the next section you will add an Eclipse plug-
in to the development environment and test that it works. Select File >
Exit to close the runtime instance of Symphony before continuing.

Creating Eclipse plug-in for Document Workflow application
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Create a new plug-in
1. Launch the Eclipse development environment

2. Click File > New > Project

3. Select “Plug-in Project”, and click “Next”

4. Type com.ibm.productivity.tools.sample.DocumentWorkflow  in the Project name field. Leave the
rest of the default choices.

5. Click Next.

6. Type a descriptive name in the Plug-in Name field, e.g. Document Workflow sample.  Keep the
rest of the default values.

7. Click Finish.

Add the plug-in dependency
The following table lists some of the plug-in dependencies used by Document Library (plug-in names are
abbreviated):

Plug-in Description
org.eclipse.core.runtime, org.eclipse.ui Eclipse core plug-ins
com.ibm.productivity.tools.ui.views
com.ibm.productivity.tools.core

Lotus Symphony API plug-in

com.ibm.rcp.ui,
com.ibm.rcp.jfaceex,
com.ibm.rcp.swtex

RCP user interface APIs

Perform the following steps to add the plug-in dependency. 

1 Click the Dependencies tab of the Document Workflow plug-in manifest.

2 Click Add.

3 Add the following plug-ins:

· com.ibm.productivity.tools.ui.views

· com.ibm.productivity.tools.core

· com.ibm.rcp.ui

· com.ibm.rcp.jfaceex

· com.ibm.rcp.swtex
Result:  The screen should look like the following image (the plug-in order is not important)
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Note: Adding these plug-in dependencies adds the following to the MANIFEST.MF file, which defines the
plug-in. You can see the contents of this file by turning to the Plug-in Manifest Editor’s MANIFEST.MF tab:
Require-Bundle: org.eclipse.ui,
 org.eclipse.core.runtime,
 com.ibm.productivity.tools.ui.views,
 com.ibm.productivity.tools.core,
 com.ibm.rcp.jfaceex,
 com.ibm.rcp.ui,
 com.ibm.rcp.swtex

Contribute to side shelf
1 Click the Extensions tab.

2 Click Add.

3 Add the following extension: com.ibm.rcp.ui.shelfViews . 

4 Click Finish.

5 Right click the added extension and select New > shelfView.

Selecting this menu choice will add a shelfview element to the extension declaration. Select the newly
added element and note the Extension Element Details is updated to show the possible attributes. Fill in
the fields as shown below.
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The asterisk (*) indicates a required attribute. One of particular importance is the class attribute; this
indicates the Java class that will implement the shelfview’s behavior (i.e., this class defines what the side
shelf area will contain, how it will respond to user events, etc.).

The id used in this document: com.ibm.productivity.tools.sample.documentworkflow.ShelfView. You may
copy and paste it.

6 Click the plugin.xml tab.

7 Copy and paste the following into the plugin.xml .

   <extension
         point="org.eclipse.ui.views">
      <category
            name="Sample Category"
            id="com.ibm.productivity.tools.sample">
      </category>
      <view
            name="Document Workflow"
            icon=" "
            category="com.ibm.productivity.tools.sample"
            class="com.ibm.productivity.tools.sample.documentworkflow.ShelfView"
            id="com.ibm.productivity.tools.sample.documentworkflow.ShelfView">
      </view>
   </extension>
IMPORTANT: The view attribute of the <shelfView> tag in the com.ibm.rcp.ui.shelfViews extension must

match the id attribute of the <view> tag in the org.eclipse.ui.views extension above  exactly. That is,
the side-shelf content is defined by the extensions' <view> / <shelfView> pairs.

The step above will contribute a new Eclipse ViewPart to the platform. You can create your plug-in
extensions with Manifest Editor or enter the specifications directly in the plugin.xml.

8 Right click on the package “com.ibm.productivity.tools.sample.documentworkflow ” in Package
Explorer, select New > Class.
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9 Input the class info as following, you can click the “Browse…” button to search the superclass of
org.eclipse.ui.part.ViewPart.

Result: a new Eclipse ViewPart named ShelfView is created in the
com.ibm.productivity.tools.samples.documentworkflow package.

Run the application
1. Check your plug-in

Before run the application, take a look at the plugin.xml and the newly created class:

The plugin.xml is like the following:
<?xml version="1.0" encoding="UTF-8"?>
<?eclipse version="3.2"?>
<plugin>
   <extension
         point="com.ibm.rcp.ui.shelfViews">
      <shelfView
            id="com.ibm.productivity.tools.sample.documentworkflow.ShelfView"
            page="LEFT"
            region="BOTTOM"
            showTitle="true"
            view="com.ibm.productivity.tools.sample.documentworkflow.ShelfView"/>
   </extension>
   <extension
         point="org.eclipse.ui.views">
      <category
            name="Sample Category"
            id="com.ibm.productivity.tools.sample">
      </category>
      <view
            name="Document Workflow"
            icon=" "
            category="com.ibm.productivity.tools.sample"
            class="com.ibm.productivity.tools.sample.documentworkflow.ShelfView"
            id="com.ibm.productivity.tools.sample.documentworkflow.ShelfView">
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      </view>
   </extension>
</plugin>

Double Click the ShelfView.java in Package Explorer, the ShelfView.java looks like the following:
package com.ibm.productivity.tools.sample.documentworkflow;
import org.eclipse.swt.widgets.Composite;
import org.eclipse.ui.part.ViewPart;
public class ShelfView extends ViewPart {

public void createPartControl(Composite arg0) {
// TODO Auto-generated method stub

}
public void setFocus() {

// TODO Auto-generated method stub
}

}
2. Click the “Run” button from toolbar:

3. Lotus Symphony will be launched; Click File -> New -> Document, your screen should look similar to
the following image:
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Hint: If the newly contributed view does not display, check the Console for a message
like “org.eclipse.ui.PartInitException: Could not create view: XXX” and confirm that XXX
= the view id. The view attribute of the <shelfView> tag in the
com.ibm.rcp.ui.shelfViews extension must match the id attribute of the <view> tag
in the org.eclipse.ui.views extension.  

Congratulations! You have reserved space in the Lotus Symphony side shelf for your application. Next, you
will open document from the document library, and access, modify the document.
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Part II
Before start Lotus Symphony APIs, let’s add all the variables and methods that will be required for the
Document Workflow application, and some helper methods that are not specific to Lotus Symphony. We
can then turn to the code that is specific to extending Lotus Symphony. All the following code are within
ShelfView.java.

Define variables
The variables are shown below. Copy and paste it into the beginning of ShelfView.java.

private Text ownerTxt;
private Text statusTxt;
private RichDocumentView selectedView = null;
private TableViewer viewer;

Note: Use the menu choice Source > Organize Imports (Ctrl+Shift+O) to add the needed import
statements after pasting a code snippet. For example, in the following snippet, you will need to import
com.ibm.productivity.tools.ui.views.RichDocumentView package.

IMPORTANT: TableViewer and Text are defined by several packages. Be certain to select
org.eclipse.jface.viewers.TableViewer and org.eclipse.swt.widgets.Text.

Complete the createPartControl method
The Document Workflow contributes a viewable area to side shelf of Lotus Symphony. This area is defined
in the createPartControl method using Eclipse’s standard widgets, called SWT (Standard Widget Toolkit).

The SWT API is used to create user interface elements in Eclipse platform. Copy the following code and
replace the createPartControl method in ShelfView.java.

The following code snippet creates a Document Library group and a Workflow group in side shelf, and other
SWT controls.
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public void createPartControl(Composite parent) {
parent.setLayout(new RowLayout());
// Group of Document Library
int y = 10 ;
Group doclibGrp = new Group(parent, SWT.NULL);
doclibGrp.setText("Document Library");
doclibGrp.setSize(390, 72);
doclibGrp.setLocation(10, y);
viewer = new TableViewer(doclibGrp, SWT.MULTI 

| SWT.H_SCROLL | SWT.V_SCROLL);
viewer.getTable().setSize(120, 60);
viewer.getTable().setLocation(30, y + 20);
viewer.setContentProvider(new LibraryContentProvider());
viewer.setLabelProvider(new LibraryLabelProvider());
viewer.setInput(this );
hookDoubleClickAction();

// Group of user information
y = 10 + doclibGrp.getBounds().height + 7;
Group workflowGrp = new Group(parent, SWT.NULL);
workflowGrp.setText("Workflow");
workflowGrp.setSize(390, 72);
workflowGrp.setLocation(10, y);
Label ownerLbl = new Label(workflowGrp, SWT.SHADOW_NONE 

| SWT.RIGHT);
ownerLbl.setText("Owner");
ownerLbl.setSize(40, 22);
ownerLbl.setLocation(10, 22);
Label statusLbl = new Label(workflowGrp, SWT.SHADOW_NONE 

| SWT.RIGHT);
statusLbl.setText("Status");
statusLbl.setSize(40, 22);
statusLbl.setLocation(10, 46);
ownerTxt = new Text(workflowGrp, SWT.BORDER | SWT.LEFT);
ownerTxt

.setBackground(new Color(this.getSite().
getShell().getDisplay(), 255, 255, 255));

ownerTxt.setSize(80, 16);
ownerTxt.setLocation(100, 21);
statusTxt = new Text(workflowGrp, SWT.BORDER | SWT.LEFT);
statusTxt.setBackground(new Color(this.getSite().

getShell().getDisplay(), 255,
255, 255));

statusTxt.setSize(80, 16);
statusTxt.setLocation(100, 46);
Button commitBtn = new Button( workflowGrp, SWT.BORDER 

| SWT.PUSH );
commitBtn.setText("Commit");
commitBtn.setSize(80, 20);
commitBtn.setLocation(50, 67);
commitBtn.addSelectionListener(new SelectionListener(){

public void widgetDefaultSelected(SelectionEvent 
arg0) {

// TODO Auto-generated method stub
}
public void widgetSelected(SelectionEvent arg0) {

}
});

}
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Note: Use the menu choice Source > Organize Imports (Ctrl+Shift+O) to add the needed import
statements after pasting a code snippet. If there are methods and classes missing, please just continue
copy and paste in the following document.

IMPORTANT: Label and SelectionEvent are defined by several packages. Be certain to select the ones
defined in the SWT packages.

You will need to import the following packages, you may check the list or just copy and paste the
following into import area;
import java.io.IOException;
import org.eclipse.core.runtime.FileLocator;
import org.eclipse.core.runtime.Platform;
import org.eclipse.jface.viewers.DoubleClickEvent;
import org.eclipse.jface.viewers.IDoubleClickListener;
import org.eclipse.jface.viewers.ISelection;
import org.eclipse.jface.viewers.IStructuredContentProvider;
import org.eclipse.jface.viewers.IStructuredSelection;
import org.eclipse.jface.viewers.ITableLabelProvider;
import org.eclipse.jface.viewers.LabelProvider;
import org.eclipse.jface.viewers.TableViewer;
import org.eclipse.jface.viewers.Viewer;
import org.eclipse.swt.SWT;
import org.eclipse.swt.events.SelectionEvent;
import org.eclipse.swt.events.SelectionListener;
import org.eclipse.swt.graphics.Color;
import org.eclipse.swt.graphics.Image;
import org.eclipse.swt.layout.RowLayout;
import org.eclipse.swt.widgets.Button;
import org.eclipse.swt.widgets.Composite;
import org.eclipse.swt.widgets.Group;
import org.eclipse.swt.widgets.Label;
import org.eclipse.swt.widgets.Text;
import org.eclipse.ui.part.ViewPart;
import org.osgi.framework.Bundle;
import com.ibm.productivity.tools.ui.views.RichDocumentView;

Helper methods and classes
SWT is the low-level widgets that are common across different platforms. For example, a label, text entry
field, button, and so on. Eclipse developers can use another framework called JFace to simplify the
widget code by mapping “widget friendly” data types like strings into “application friendly” objects like
Clients, Documents, and similar high-level classes. For example, the TableViewer works with “helper”
objects that handle the mapping of higher-level classes like Documents into lower-level data types
expected by widgets like strings. The next two classes define these helper classes.

The following methods and classes are required; copy each of them into end of ShelfView.java. 

LibraryContentProvider
The ContentProvider provides the file name of for sample documents listed in Document Library:

class LibraryContentProvider implements IStructuredContentProvider {
public void inputChanged(Viewer v, Object oldInput, 

Object newInput) {
}
public void dispose() {
}
public Object[] getElements(Object parent) {

return new String[] { "Document 1", "Document 2", 
"Document 3" };

}
}

LibraryLabelProvider
The LabelProvider provides the viewable text for file name of each sample document in Document
Library:

class LibraryLabelProvider extends LabelProvider implements 
ITableLabelProvider {
public String getColumnText(Object obj, int index) {
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return getText(obj);
}
public Image getColumnImage(Object obj, int index) {

return getImage(obj);
}
public Image getImage(Object obj) {

return null;
}

}
IMPORTANT: Image is defined by more than one package. Be certain to select the ones
defined in the SWT package.

hookDoubleClickAction
The method will handle the double click happened in the Document Library
:

private void hookDoubleClickAction() {
viewer.addDoubleClickListener(new IDoubleClickListener() {

public void doubleClick(DoubleClickEvent event) {
ISelection selection = viewer.getSelection();
Object obj = ((IStructuredSelection)selection).

getFirstElement();
String displayName = obj.toString();
String url = getDocumentURL( displayName );

}
});

}

getDocumentURL
The method translates the display name of each sample document in
Document Library into absolute URL:

private String getDocumentURL( String displayName )
{

String url = "";
String res = "docs/" + displayName + ".odt";
url = getResolvedPath( res );
return url;

}
private String getResolvedPath(String file){

String resolvedPath = null;
              Bundle bundle = Platform.getBundle
               ( "com.ibm.productivity.tools.sample.DocumentWorkflow" );
              if (bundle != null) {
                   java.net.URL bundleURL = bundle.getEntry( "/" );
                   if (bundleURL != null) {
                     try {
                       resolvedPath = FileLocator.resolve( 
                    bundleURL ).getFile();
                     } catch (IOException e) {
                 e.printStackTrace();
                   }
             }
        }
        
        String ret = resolvedPath+file;
        ret = ret.substring(1);
        ret = ret.replace('/', '\\');
        return ret;

}
IMPORTANT: IOException and Platform are defined by more than one package. Be certain to select the
ones defined in the Java and Eclipse packages.

Create the library
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We use a dummy library in this tutorial, all files are local files. Please follow the following steps to create
the library:

1. Switch back to Windows Explorer, locate the tutorial directory, right click on the docs directory,
select Copy.

2. Switch to Eclipse environment, right click on the
com.ibm.productivity.tools.sample.DocumentWorkflow plug-in, and select Paste.

Result: The docs directory is created as following:

 

Run the application
1 Confirm it is correct, and click File > Save All

2 Click the Run button from toolbar

18



Result: The application is launched; click File > New > Document, your screen show should be similar
to the following.
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Part III
Opening document from the library
Locate hookDoubleClickAction method in ShelfView.java, and add the following line in the end of this
function. When double click a file entry in the document library, the document will be opened with the
following code automatically:
RichDocumentView view = RichDocumentViewFactory.

   openView( url, false );
Note: Use the menu choice Source > Organize Imports (Ctrl+Shift+O) to add the needed import
statements after pasting a code snippet. You will need to import
com.ibm.productivity.tools.ui.views.RichDOcumentViewFactory package. Your screen looks like the
following:

Using SelectionService and accessing content of document
In Eclipse, the selection service provided by the Eclipse workbench allows efficient linking of different
parts within the workbench window. Each workbench window has its own selection service instance. The
service keeps track of the selection in the currently active part and propagates selection changes to all
registered listeners. Such selection events occur when the selection in the current part is changed or
when a different part is activated. Both can be triggered by user interaction or programmatically.

Each Lotus Symphony view register the selection provider, so it is possible to monitor the selection
change event happened in Lotus Symphony.

The following code demonstrates how to use selection provider in Lotus Symphony. Please perform the
following steps:

 Create an instance of ISelectionListener

The selection listener will be invoked when user switch between opened views. Copy and paste the code
into ShelfView.java. It will perform the following tasks at runtime:

1. Get the selected RichDocumentView

2. Get the UNO model of current selected view

3. Query the workflow information from the document with UNO API

4. Update the User Interface of Document Workflow application:
private ISelectionListener selectionListener = new ISelectionListener()
{
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public void selectionChanged(IWorkbenchPart arg0, ISelection arg1) {
IAdaptable adaptable = ( IAdaptable ) arg1;
RichDocumentViewSelection selection = ( RichDocumentViewSelection )

adaptable.getAdapter(RichDocumentViewSelection.class);
selectedView = selection.getView();
Object model = selectedView.getUNOModel();
XTextTablesSupplier tableSupplier = ( XTextTablesSupplier ) 
  UnoRuntime.queryInterface( XTextTablesSupplier.class, model );
XNameAccess nameAccess = tableSupplier.getTextTables();
try {

XTextTable table = ( XTextTable )UnoRuntime.queryInterface
   ( XTextTable.class,nameAccess.getByName("Workflow"));
XCell cell = table.getCellByName( "B2" );
XText text = ( XText ) UnoRuntime.queryInterface
   (XText.class, cell);
String owner = text.getString();
cell = table.getCellByName("B3");
text = ( XText ) UnoRuntime.queryInterface(XText.class, cell);
String reviewer = text.getString();
updateWorkflowInfo( owner, reviewer );

} catch (NoSuchElementException e) {
// TODO Auto-generated catch block
e.printStackTrace();

} catch (WrappedTargetException e) {
// TODO Auto-generated catch block
e.printStackTrace();

}
}

};
IMPORTANT: NoSuchElementException and XText are defined by more than one package. Be certain
to select the ones defined in the Sun packages (not the Java packages).

IMPORTANT: Please notice the following line in this step; it is used to get the UNO document model of
current document. The UNO document model is the entry point to access and modify document content.
You can get almost every object within the document. In this lab, you will learn how to access a pre-
defined table named as “workflow” in the document.

Object model = selectedView.getUNOModel();
Note: Use the menu choice Source > Organize Imports (Ctrl+Shift+O) to add the needed import
statements after pasting a code snippet. You will need to import more packages. The following classes
are listed here. Please check your own screen:
import org.eclipse.core.runtime.IAdaptable;
import com.sun.star.container.NoSuchElementException;
import com.sun.star.container.XNameAccess;
import com.sun.star.lang.WrappedTargetException;
import com.sun.star.table.XCell;
import com.sun.star.text.XText;
import com.sun.star.text.XTextTable;
import com.sun.star.text.XTextTablesSupplier;
import com.sun.star.uno.UnoRuntime;
import com.ibm.productivity.tools.ui.views.RichDocumentViewSelection;
import org.eclipse.ui.ISelectionListener;
import org.eclipse.ui.IWorkbenchPart;

 updateWorkflowInfo method

The following code updates the User Interface of Document Workflow application :
private void updateWorkflowInfo(String owner, String reviewer) {

ownerTxt.setText(owner);
statusTxt.setText(reviewer);
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}

 Register the selection listener

To make the selection listener work, you need to register the listener into the selection service. Please
copy the following code into end of createPartControl() method:

IWorkbenchWindow window = PlatformUI.getWorkbench().
    getActiveWorkbenchWindow();
ISelectionService service = window.getSelectionService();
service.addSelectionListener(selectionListener);

Note: Use the menu choice Source > Organize Imports (Ctrl+Shift+O) to add the needed import
statements after pasting a code snippet. You will need to import more packages. The following import
are listed here. Please check your own screen:
    import org.eclipse.ui.ISelectionService;
    import org.eclipse.ui.IWorkbenchWindow;
    import org.eclipse.ui.PlatformUI;

Modifying current document
Until now, you have read the workflow information from the document. In this part, you will learn how to
modify the current Lotus Symphony document with content from Document Workflow application.
Perform the following steps to commit workflow information into the Lotus Symphony document.

 Add function to commit button

Locate the commitBtn in createPartControl, and change them as following. commitWorkflowInfo method
is invoked when widget selected.

commitBtn.addSelectionListener(new SelectionListener(){
public void widgetDefaultSelected(SelectionEvent arg0) {

// TODO Auto-generated method stub
}
public void widgetSelected(SelectionEvent arg0) {

commitWorkflowInfo();
}

});

 commitWorkflowInfo method

This method will read content from Document Workflow application and invoke function to write data into
current document. Copy and paste it into ShelfView.java:

private void commitWorkflowInfo( )
{

String owner = ownerTxt.getText();
String reviewer = statusTxt.getText();
writeWorkflowInfo( owner, reviewer );

}

 writeWorkflowInfo

This method will commit workflow data into current document. Please copy and paste the following
function into ShelfView.java.

private void writeWorkflowInfo(String owner, String reviewer) {
Object model = selectedView.getUNOModel();
XTextTablesSupplier tableSupplier = ( XTextTablesSupplier ) 
  UnoRuntime.queryInterface( XTextTablesSupplier.class, model );
XNameAccess nameAccess = tableSupplier.getTextTables();
try {
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XTextTable table = ( XTextTable )UnoRuntime.queryInterface
  ( XTextTable.class,nameAccess.getByName("Workflow"));
XCell cell = table.getCellByName( "B2" );
XText text = ( XText ) UnoRuntime.queryInterface(

XText.class, cell);
text.setString(owner);
cell = table.getCellByName("B3");
text = ( XText ) UnoRuntime.queryInterface(XText.class, 

cell);
text.setString(reviewer);

} catch (NoSuchElementException e) {
// TODO Auto-generated catch block
e.printStackTrace();

} catch (WrappedTargetException e) {
// TODO Auto-generated catch block
e.printStackTrace();

}
}

Run the application
1. Confirm it is correct, and click File > Save ALL

2. Click the Run button from toolbar

Result: The application is launched; click File > New > Document, your screen show should be similar
to the following:

3. Double click each document in the Document Library

Result: the document will be opened in new tab window automatically.

23



4. Switch between “Document 1” “Document 2” and “Document 3”

Result: the owner and status in Workflow group was updated automatically.

5. Change the text of owner and status, click Commit button.

Result: the modified content is updated into Lotus Symphony document automatically.
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Conclusion
This tutorial leads you through the creation of a Lotus Symphony side shelf extension. You learned how to
create a plug-in, plug-in extensions, and how to using Java APIs supported by Lotus Symphony to read
and update content of Lotus Symphony documents.
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