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This presentation will introduce the basic concepts of the Java™ Persistence API by 

presenting several code examples.

Page 1 of 14



WASv61_EJB3FP_JPAExamples.ppt

This presentation will begin with examples of how to create and use JPA entities. Data 

retrieval and queries will be discussed next, followed by some more advanced features of 

JPA.
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This first example compares the definition of an EJB 2.1 entity bean with a JPA Entity in 

EJB 3.0. The most immediately apparent difference is that unlike an EJB 2.1 entity bean, a 

JPA entity is a concrete, not abstract, class. You will also notice that the JPA entity does 

not need to include the boilerplate code, shown in red, that is included at the bottom of the 

entity bean example. The JPA entity is a plain Java class, with some annotations added to 

provide metadata and identify the class as an entity. The “@Entity” annotation indicates 

that the class is a JPA entity. The “@Table” annotation is optional, and specifies the name 

of the database table that should be used to store instances of this entity. If a table name 

is not specified, it is implied that the table has the same name as the class. A column in 

that table will be used for each member variable, and the “@Id” annotation specifies which 

column should be used as the primary key. Beyond the simplified code in the JPA 

example, it does not require any additional information to be specified in an XML 

deployment descriptor.
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Entities are created using the “new” command, just like any other Java object. You do not 

have to deal with the container and perform a lookup, like you are required to do with EJB 

2.1. The “@PersistenceContext” annotation is used to inject an instance of an entity 

manager, which you can then use to interact with the database. In this example, a new 

customer object is created, and then added to the database using the “persist()” method. 

For qualities of service, like transaction support or security, you should use the façade 

model and wrap the entity with a session bean.
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This example shows a connected update, using the entity manager’s “get()” method to find 

and retrieve the Customer object using its primary key. Again, it is much simpler to do this 

with the JPA entity than with the EJB 2.1 entity bean. Disconnected updates are also 

available using the merge() operation to optimistically update entities that have been 

detached.
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In this example, a JPQL (Java Persistence Query Language) query is defined with one 

variable, “name”. In the lower code block, the “name” parameter is set, and then a 

customer object is retrieved using the getSingleResult() method on the query. The 

Customer object can then be acted on just like the Customer object that was found in the 

previous example.

In EJB 2.1, you would use EJB-QL to define the query in the deployment descriptor, and 

then use the bean’s home to call the query that you defined in the deployment descriptor 

to return a Customer object.

JPQL supports both named parameters and ordered parameters, whereas EJB-QL only 

supports ordered parameters.  In addition to defining the query with an annotation, as 

shown here, a JPQL query can also be defined in an XML file. Defining queries in XML can 

be a time saver, so that you do not have to recompile your application to modify a 

database query.
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This example shows the definition of a native query in an XML file, and the invocation of 

that query from Java code. Calling a native query is very similar to using a JPQL query, as 

was shown previously. Like other query types, native queries can be defined in either Java 

code or XML files. It may be advantageous to define native queries in XML files so that 

your application code is not tied to any particular underlying database product. This 

approach also enables you to fine tune the SQL in your query without having to recompile 

your Java code.
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Another feature of JPA is that an object can be returned from the database, and then be 

manipulated outside the scope of a transaction. When the modified object is to be 

committed to the database, use the entity manager’s merge() method to optimistically 

update the database. The entity, in this case a Customer object, must define a version 

control field for optimistic updating. The version control field is denoted using the 

@Version annotation on a variable.
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JPA supports several types of relationships, including bidirectional ones. Relationships can 

be one-to-one, one-to-many, or many-to-many. You can use a deployment descriptor to 

define relationships, as was required with EJB 2.1, or you can use Java annotations, as is 

shown in this example. This example shows a many-to-one relationship between Order 

and Account entities. The “@JoinColumn” annotation specifies the mapping between 

database columns in the different tables. Cascading for related entities can be specified 

for various operations, such as deleting, and lazy semantics are supported.
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Inheritance is also supported for JPA entities. This example shows a relationship between 

a base class called “employee” in the first block of code, and the second block of code 

shows the “FullTimeEmployee” class.

The base class, employee, is mapped to a database table named “EMP” and defines a 

few basic variables including a primary key and a version identifier. The FullTimeEmployee 

class extends Employee, adding a salary variable. FullTimeEmployee objects are mapped 

to the “FT_EMP” table. The empId primary key is inherited from Employee, but for 

FullTimeEmployees it is stored in a column called “FT_EMPID”, as is specified with the 

“@PrimaryKeyJoinColumn” annotation. As with other JPA features, inheritance can also be 

specified using XML deployment descriptors.
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This section will summarize the presentation.
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The Java Persistence API is a standard persistence and object-relational mapping 

framework that is part of the EJB 3.0 specification. It uses plain-old Java objects to 

represent items in a relational database. It is designed to be a persistence framework for 

Java EE that improves on prior EJB persistence models by addressing their inherent 

challenges, by being less complex and lighter-weight. The code examples in this 

presentation have shown how to create and use entities, how to query entity data using 

the entity manager, and how to define relationships and inheritance between entity 

classes.
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This slide lists some resources that may be helpful for learning more about JPA. The JPA 

specification is a sub-set of the EJB 3.0 specification.
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